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Abstract

While in-context Learning (ICL) has proven to
be an effective technique to improve the perfor-
mance of Large Language Models (LLMs) in
a variety of complex tasks, notably in translat-
ing natural language questions into Structured
Query Language (NL2SQL), the question of
how to select the most beneficial demonstra-
tion examples remains an open research prob-
lem. While prior works often adapted off-the-
shelf encoders to retrieve examples dynami-
cally, an inherent discrepancy exists in the rep-
resentational capacities between the external
retrievers and the LLMs. Further, optimizing
the selection of examples is a non-trivial task,
since there are no straightforward methods to
assess the relative benefits of examples with-
out performing pairwise inference. To address
these shortcomings, we propose DeTriever, a
novel demonstration retrieval framework that
learns a weighted combination of LLM hidden
states, where rich semantic information is en-
coded. To train the model, we propose a proxy
score that estimates the relative benefits of ex-
amples based on the similarities between output
queries. Experiments on two popular NL2SQL
benchmarks demonstrate that our method sig-
nificantly outperforms the state-of-the-art base-
lines for the NL2SQL tasks.

1 Introduction

As large language models (LLMs) have become
increasingly capable of solving a wide variety of
complex tasks (Brown et al., 2020; Touvron et al.,
2023a,b; Rozière et al., 2024), they have become
an integral component in many user-facing applica-
tions. In particular, the task of translating natural
language questions into structured query language
(NL2SQL) in the context of existing databases, has
received a lot of attention due to its relevance in
enhancing business intelligence tools and offering
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significant potential to make data analytics and ex-
ploration more accessible to non-technical users.
While the recent development of LLMs pre-trained
in code completion tasks (Rozière et al., 2024) has
offered a significant boost in NL2SQL capabilities,
the current performance of these models still falls
short of the standards required for deployment in
production environments. This is mainly due to the
many challenges including dealing with domain-
specific jargon along with constructing complex
queries, which requires an advanced understanding
of relationships between database schemas and the
underlying intentions of natural language questions
(Deng et al., 2022; Swamidorai et al., 2023).

Research on LLMs has unveiled the emergent
abilities (Wei et al., 2022a) of models such as GPT3
(Brown et al., 2020) and Llama (Touvron et al.,
2023a,b) to improve task performance through the
use of in-context learning (ICL), where demonstra-
tion examples are integrated into the input prompt
during inference to allow the model to make use of
aspects from the demonstrations (Min et al., 2022).
As proven in a variety of complex tasks such as
mathematical reasoning (Wei et al., 2022b), ICL
has become a cost-efficient alternative to super-
vised fine-tuning which requires significant com-
putational resources to update the model param-
eters. In the domain of NL2SQL, recent stud-
ies (Pourreza and Rafiei, 2023; Gao et al., 2023)
have adopted ICL to achieve state-of-the-art per-
formance on popular NL2SQL benchmarks includ-
ing Spider (Yu et al., 2018) and BIRD (Li et al.,
2024). This is done by prepending labeled exam-
ples to the task prompt, allowing the model to draw
an analogy from the mapping between the prob-
lem description and the corresponding query. Fig-
ure 1 illustrates the overview of model inference
with ICL demonstration examples on the NL2SQL
task. In our setup, demonstration triples consisting
of a database (DB) schema, question, answer are
prepended to the NL2SQL question.
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Figure 1: Examples of in-context learning (ICL) for NL2SQL.

Since model performance can vary widely de-
pending on the choice of in-context examples (Liu
et al., 2022), a key challenge is determining the
most effective strategy to select demonstration ex-
amples for any given task. While prior studies
have examined the usefulness of demonstrations
based on characteristics of the examples (Wei et al.,
2022a), a more effective strategy is to dynamically
retrieve demonstrations for a given example during
inference. Following recent studies on informa-
tional retrieval (IR), many existing proposals (Das
et al., 2021; Khattab et al., 2022) have utilized off-
the-shelf encoder models such as Sentence-BERT
(Reimers and Gurevych, 2019) and Contriver (Izac-
ard et al., 2021) to retrieve ICL examples based on
the embeddings similarity between the task input
prompts, while more recent studies (Rubin et al.,
2022; Shi et al., 2023) have opted to fine-tune the
retriever based on the LLM perplexity to predict
the target output. However, this fine-tuning strat-
egy cannot be trivially adapted for code completion
tasks such as NL2SQL since there is an arbitrary
number of correct predictions (i.e., multiple differ-
ent queries retrieving the same records) for each
input question. In addition, while it might be tempt-
ing to use query execution results as a target for
fine-tuning the retriever, the binary discrete signal
of inference accuracy cannot effectively differen-
tiate the relative benefits between individual ICL
examples. Furthermore, there exists a fundamental
gap between the retrieval encoders and the LLM
due to the inherently more sophisticated represen-
tational capabilities of the LLM to differentiate the
intricate nuances embedded within the task prompt.
Lastly, as evident by prior studies on probing in
measuring the differences between information cap-
tured at different locations of the model (Chuang
et al., 2023), it remains a non-trivial task to effec-
tively leverage LLM hidden states as representa-

tions for a given prompt.
To overcome the above-mentioned challenges,

we propose DeTriever, a novel ICL retrieval frame-
work that learns a weighted combination of LLM
layer transformations to dynamically retrieve ex-
amples based on similarities. To train this model,
we first perform an in-depth study to determine the
proxy metric that best approximates the relative
benefits of demonstration examples. Based on the
findings from our analysis, we convert the proxy
metric as the target for the contrastive loss used
to fine-tune DeTriever. Our experiments on two
popular benchmarks demonstrated the effective-
ness of our approach where we achieved significant
improvements over state-of-the-art baselines. The
contributions of our work can be summarized as
the following:

• We propose DeTriever, a lightweight retriever
that learns a weighted combination of LLM’s
layer transformations as representation for re-
trieval demonstration examples.

• We train DeTriever by selecting a proxy met-
ric for measuring the relative benefit between
examples for ICL and using it as the target for
supervised contrastive loss.

• We perform comprehensive experiments on
two popular benchmarks to demonstrate the
effectiveness of our approach, where De-
Triever significantly outperforms state-of-the-
art baselines for NL2SQL.

• We conduct a detailed analysis of our ap-
proach and reveal important insights for devel-
oping future methods to retrieve demonstra-
tion examples for practical applications.
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Figure 2: Overview of the training process of our proposed DeTriever method.

2 Related Work

NL2SQL Traditionally, NL2SQL tasks are
solved by sequence-to-sequence encoder-decoder
models (Choi et al., 2021). Recently, large lan-
guage models (LLMs) have impressively enhanced
sample efficiency and performance across numer-
ous natural language processing (NLP) tasks. A
notable area of improvement is in translating natu-
ral language questions into SQL (NL2SQL) queries.
In this domain, models leveraging in-context learn-
ing, which involves providing a few example ques-
tions and SQL pairs in the prompt, have achieved
state-of-the-art performance (Pourreza et al., 2024;
Pourreza and Rafiei, 2023; Gao et al., 2023) on the
largest existing comprehensive and cross-domain
NL2SQL benchmarks: Spider(Yu et al., 2018) and
BIRD(Li et al., 2024).

LLMs and Retrieval-augmented ICL Recently
large language models (LLMs) like GPT4 (OpenAI,
2023), Llama-2 (Touvron et al., 2023b), and Code
Llama(Rozière et al., 2024) have raised people’s
attention with their emergent ability (Wei et al.,
2022a) to learn from a few examples in the context,
which is so-called in-context learning (ICL). The
key idea of in-context learning is to learn from anal-
ogy to examples in a given prompt. Different from
supervised learning requiring a training stage that
uses backward gradients to update model parame-
ters, ICL does not conduct parameter updates and
directly performs predictions on the pre-trained
language models. Few-shot ICL of LLMs have
been proven to achieve comparable performance
with supervised fine-tuning on smaller models on
numerous tasks like mathematical reasoning (Wei
et al., 2022b). One key question is how to retrieve
the best examples to input as a prompt to LLMs for

a given problem.
Related work of in-context retrieval can be or-

ganized into two categories. (1) Use an external
encoder to retrieve examples, e.g., Sentence-BERT
(S-BERT) (Reimers and Gurevych, 2019) or Dense
Passage Retriever (DPR) (Karpukhin et al., 2020).
(2) Retrieval-augmented language models (Izac-
ard et al., 2021, 2023; Borgeaud et al., 2022; Ma
et al., 2023) These works are based on the encoder-
decoder transformer architectures, where the model
representation is trained to retrieve examples based
on its hidden representations. As a result, applying
such an approach requires further fine-tuning to re-
cover from the modified representation, and cannot
be directly applied for decoder-only architectures.

Recently people have started to leverage LLM’s
own hidden information to compute text embed-
ding. Shi et al. (2023) treat LLM as a black box to
retrieve relevant documents from an external cor-
pus using an off-the-shelf retrieval model, where
retrieved documents are prepended to the input con-
text and fed into the black-box LLM. Wang et al.
(2024) proposes to use the last hidden layer of the
end-of-sentence (EOS) token as the sentence em-
bedding for retrieving ICL examples.

Unlike all previously mentioned methods which
either use an external encoder-based retriever or
simply use the last hidden layer of the EOS to-
ken, we propose to use the internal hidden states of
LLMs to retrieve in-context examples.

3 Approach

3.1 Problem Formalization

Given a database schema s and the natural lan-
guage question q, the goal of the NL2SQL task is
to generate the SQL query y that correctly retrieves
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database records to answer the question according
to the given schema. We leverage a large language
model M for the query generation task, where the
database schema and question are formatted into
an input prompt x = [s; q] such that query predic-
tion ŷ = M(x). For ICL inference, we prepend
demonstration examples to the input prompt such
as ŷ = M([x1, y1; . . . ;xn, yn;x]), where question-
answer pairs (xi, yi) are sampled from a labeled
training set Dtrain. For demonstration retrieval, we
first apply a retrieval model R to compute the re-
trieval representation for the input of all examples
in Dtrain. During inference for problem description
x, we select an ICL example I(x) based on the
highest dot-product similarity between the retrieval
model representations.

I(x) = (xi, yi) = argmax
(xi,yi)∈Dtrain

R(x) · R(xi) (1)

Since the probability of predicting the correct
query can be measured through execution ac-
curacy by comparing the predicted query ŷ =
M([I(x);x]) against the ground-truth query y over
an evaluation corpus Dtest, where Acc(x, ŷ, y) ∈
{0, 1}, the objective of optimizing the retriever R
can be expressed in Equation 2.

argmax
R

∑
(xj ,yj)∈Dtest

Acc(xj ,M([I(xj);xj ]), yj)

s.t. I(xj) ∈ Dtrain
(2)

3.2 LLM Hidden States
Although prior studies have often employed exter-
nal encoders, such as Sentence-BERT (Reimers
and Gurevych, 2019) and DPR (Karpukhin et al.,
2020), to retrieve in-context exemplars for the
LLM, there is a fundamental gap between these
models and the LLM. This is because the LLM
has more advanced abilities to capture semantic
meanings and encode the subtle nuances of the in-
put. Therefore, we directly use the hidden states
of the LLM as input embeddings to the retriever.
However, unlike encoder models such as BERT
(Devlin et al., 2019), where the hidden states of the
last layer can be directly used as representations of
the sequence, there are no straightforward methods
of adapting an autoregressive LLM for encoding
the input problem for retrieval. While it may be
tempting to simply use the last layer as the prob-
lem embedding Wang et al. (2024), hidden states

of lower layers can have better representation in
the semantic meaning of the tokens (Chuang et al.,
2023) which may lead to improvements in retrieval
qualities.

To test this hypothesis, we perform an analysis
on the performance of each layer for retrieving in-
context examples. Specifically, for layer ℓ of the
LLM, we use the mean-pooled or end-of-sequence
(EOS) token hidden state of the problem prompt
x = [s; q] to retrieve the most similar examples
in the training set Dtrain based on cosine similar-
ity of the ℓ-th layer hidden-states Mℓ of the large
language model. (Equation 3).

I(x) = argmax
(xi,yi)∈Dtrain

Mℓ(x) ·Mℓ(xi) (3)

As illustrated in Figure 3, we see that the hid-
den representations from lower-mid layers (10-20)
have a significantly better execution accuracy com-
pared to the last layer (40). Motivated by this find-
ing, we propose to learn a weighted combination
over the layers (Bahdanau et al., 2015) to effec-
tively leverage the different granularity of infor-
mation encoded in each layer of the LLM, since
we do not know which layer performs the best
beforehand. Specifically, given the hidden states
representation for question x in each LLM layer
{hℓ(x)}Lℓ=0 where L is the number of layers of
LLM, we first use a 3-layer multi-layer-perception
(MLP) (Murtagh, 1991) to transform the hidden
states of each layer before computing the final re-
trieval representation R(x) as the weighted sum of
layer transformations.

R(x) =
L∑

ℓ=1

wℓ · MLPℓ(hℓ(x)) (4)

3.3 Answer similarity-based training
objective

To optimize Equation 2, we need a labeled training
set that indicates whether each in-context example
(xi, yi) ∈ Dtrain is beneficial for the question x.
However, since execution accuracy only provides
binary signals, there are no trivial methods for di-
rectly computing the relative improvement of using
an in-context example for any question x without
performing pairwise inference. Further, there are
often cases when a question can be correctly pre-
dicted for nearly all demonstration examples in
Dtrain (and vice versa), which reduces the number
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Figure 3: One-shot ICL results (execution accuracy on development set of Spider dataset) of CodeLlama-13b where
prompt is retrieved by representations computed in each decoder layer. Here Mean represents average hidden state
of a specific layer, where EOS represents the hidden state of EOS token in a specific layer. The one-shot Prompt is
retrieved by the one with biggest cosine similarity.

of usable training examples. Therefore, we propose
to use an approximate metric Sim([xi; yi], [x; y]) to
approximate the benefits of using [xi; yi] as exam-
ples to predict ŷ.

However, during model inference, since the tar-
get query is unknown, Sim([xi; yi], [x; y]) is not
directly computed. Instead, we propose an indirect
approach to predict Sim([xi; yi], [x; y]) by training
the retrieval model R using supervised contrastive
loss. The main intuition is to align the retriever em-
bedding space (problem description as inputs) with
the similarity between the concatenated representa-
tion of problem description and ground-truth SQL
query. This contrasts the prior work by Nan et al.
(2023a), where a proxy query is first generated
through zero-shot inference, resulting in significant
added latency. In practice, we select npos positive
and nneg negative examples for a given anchor x
based on the dot-product of LLM hidden state rep-
resentations. We formally define the contrastive
loss in Equation 5, where τ is a constant tempera-
ture.

L =
∑
x∈D

∑
xi∈Ppos

log
exp(R(x) · R(xi)/τ)∑

xj∈P exp(R(x) · R(xj)/τ)

(5)

4 Experiments

4.1 Datasets

Our evaluation involved two comprehensive cross-
domain datasets, Spider (Yu et al., 2018) and BIRD
(Li et al., 2024). Spider contains 10,181 ques-
tions linked to 5,693 SQL queries across 138 do-
mains and 200 databases, divided into 8,659 train-
ing, 1,034 development, and 2,147 test examples
from unique databases. BIRD comprises 12,751
question-SQL pairs from 95 databases across 37+
domains, including blockchain and healthcare, to-
taling 33.4 GB. The dataset breakdown for BIRD
includes 1,534 development, 9,428 training, and
1,789 test queries. Following prior works (Pourreza
and Rafiei, 2023), the development sets from both
datasets are used for evaluating the models without
performing hyperparameter tuning.

In contrast to prior works using in-domain (ID)
examples (Pourreza et al., 2024), where they as-
sumed the demonstrations have the same DB
schema as the final problem, we consider a more
practical out-of-domain (OOD) scenario, where
the DB schema of the problem is different from
all demonstration. This OOD scenario reflects
the practical challenges in real-world applications,
where it is very uncommon to have accessible la-
beled examples under the same DB schema.1

1Note that OOD for NL2SQL is different from the tra-
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Spider BIRD

Exe Acc. ↑ Error Rate ↓ Exe Acc. ↑ Error Rate ↓

Zero-shot 56.74 16.3 26.66 42.75
Random 1-shot 56.80 16.0 20.79 45.43

External embedding models
Contriever 56.83 16.1 20.51 46.83
OpenAI Embeddings 57.06 14.3 20.99 45.38

LLM representations
Mean (best) 57.90 15.5 28.55 41.92
EOS (last) 57.64 14.4 27.77 42.05
EOS (best) 61.99 11.2 29.07 42.96

DeTriever 68.38 9.77 29.73 38.59

Table 1: Results on Spider dataset and BIRD dataset.

4.2 Experimental Settings

We adopt Code-Llama-13b (Rozière et al., 2024)
consisting of 40 attention layers as the base LLM.
To reduce the computational complexity of the re-
triever, we only consider the hidden states of the
LLM for every 5 layers (i.e., 0, 5, . . . , 40). For
the DeTriever model, we use 3-layer MLPs with an
intermediate size of 1024 that project LLM hidden
states to a dimension of 512 for retrieval repre-
sentations. In total, the learnable parameters of
DeTriever make up only 0.084% of the total size
of the LLM.

We use the training set of BIRD and Spider, re-
spectively, for training DeTriever to predict the sim-
ilarity of the target SQL queries based on learned
representation from the problem description. We
train the retriever for a total 10k steps and store
the checkpoints every 1k steps. Each training only
takes less than 10 minutes in a single NVIDIA
V100 GPU node. We tuned all hyperparameters on
the Spider held-out development set and applied
the best hyperparameter setting to the BIRD dataset.
In the training phase, we set the number of nega-
tive examples nneg = 100 and tuned the number
of positive examples npos ∈ {5, 10, 20, 40, 60, 80}
and finally choose npos = 40. We also tuned batch
size ∈ {16, 32, 64} and finally chose the batch size
to be 64. We use AdamW (Loshchilov and Hutter,
2019) as an optimizer. The learning rate is 1e− 4,
weight decay is 0.01, beta1 is 0.9, and beta2 is 0.98,
following the default setting. The temperature pa-
rameter τ for the supervised contrastive loss is set
to 0.07 by default.

During inference, we use the demonstration tem-
plate provided in the original code base for BIRD

ditional definition where a model is trained in data in one
domain and tested on another domain.

benchmark2 in all our experiments. For retrieval,
we select the example with the largest cosine simi-
larity based on the representation from the trained
retriever and use greedy decoding to generate the
SQL query.

The evaluation metric is the execution accuracy
(Exe Acc.) of predicted SQL queries. We also
include the percentage of generated SQLs that can-
not be successfully compiled (Error Rate) for addi-
tional information.

4.3 Baselines
We tested the following methods for one-shot in-
context-learning on the NL2SQL task.

• Random: Randomly select example as a
prompt without any retrieval.

• External embedding models: (1) Con-
triever (Izacard et al., 2021): an unsu-
pervised encoder-based retriever using con-
trastive learning. (2) OpenAI Embeddings3:
The method for retrieving NL2SQL demon-
strations used by Nan et al. (2023b), where
they used the general text embedding pro-
vided by OpenAI. We choose to use text-
embedding-3-large to compute the embedding
for retrieval.

• LLM representations: Use the mean-pooled
or EOS hidden states of a specific layer
of LLM to compute the similarity. (1)
Mean(best): the result using mean-pooled
hidden representation from the best LLM
layer. (2) EOS(last): proposed by Wang

2https://github.com/AlibabaResearch/DAMO-
ConvAI/tree/main/bird

3https://platform.openai.com/docs/gui
des/embeddings/what-are-embeddings

https://platform.openai.com/docs/guides/embeddings/what-are-embeddings
https://platform.openai.com/docs/guides/embeddings/what-are-embeddings
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et al. (2024), the result using EOS token rep-
resentation from the last hidden layer. (3)
EOS(best): the result using EOS token repre-
sentation from the best LLM layer, note that
this is an upper bound for the performance of
few-shot learning based on problem descrip-
tion only, since there is no way of knowing
the best layer ahead of time.

4.4 Results
From the results reported in Table 1, we see that
our approach achieved the best performance across
both benchmarks, with a 11.58 point increase in
execution accuracy over the random one-shot base-
line on Spider and 8.94 on Bird. Furthermore, we
are able to validate our hypothesis that LLM hid-
den states offer a more effective means of encoding
task descriptions for demonstration retrieval, where
the representations derived from mean-pooling and
end-of-sequence (EOS) hidden states surpassed the
performance of both Contriever and the state-of-
the-art OpenAI embeddings. It is also worth noting
that the EOS token hidden states from the best layer
demonstrated a 3.35 and 1.30 improvements in ex-
ecution accuracy over the last layer. This observa-
tion challenges previous studies’ reliance on using
the final layer representations for retrieval, suggest-
ing a reevaluation of the presumed equivalence to
the hidden states of encoder-only models. Lastly,
we are pleased to report that DeTriever outper-
forms both EOS (best) and Mean (best), as they rep-
resent the upper-bound performance for retrieval
using single-layer representations. This further con-
firms our hypothesis that using a combination of
hidden layers can more effectively leverage the dif-
ferent granularity of information encoded in each
layer of the LLM.

4.5 Analysis
4.5.1 Training Target
In the first analysis, we study the effects of us-
ing different proxy scores as approximations for
the relative benefits of demonstration examples.
Specifically, we select the pairwise embedding sim-
ilarity of different representations as the target for
the contrastive loss presented in Equation 5. In the
results presented in Table 2, we compare the per-
formance of mean-pooled and EOS representation
of using only the target SQL query (Query-only)
with using both the problem description and the
query (Problem+Query). We also include the re-
sults for retrieving examples based on the problem

description (Problem-only) as a reference for com-
parison. Since using the problem description does
not require knowledge of the ground-truth query,
we simply use the best-performing layer from Ta-
ble 1 without the need for training.

Exe Acc. ↑ Error Rate ↓

Problem-only (no training) 62.0 11.2
Query-only Mean 67.8 8.9
Query-only EOS 67.4 10.0
Problem+Query Mean 62.4 12.7
Problem+Query EOS 68.4 9.8

Table 2: Results on Spider dataset with different targets.

From the experiments, we see that training the
retriever with Query-only does not significantly
reduce the task performance, causing a less than
1 point accuracy decline over the EOS of Prob-
lem+Query. This finding stands in contrast to the
results reported by Min et al. (2022), where they
find that using only the task description without the
ground-truth label can achieve similar performance
compared to using input-label pairs. Since they
only performed experiments on classification and
multi-choice tasks, we hypothesize that for code-
completion tasks such as NL2SQL, where there
can be high variations in potential predictions, the
model will often resort to copying or augmenting
the target from the demonstration examples rather
than relying on the priors from pre-training. This
tendency renders the model particularly sensitive to
the choice of demonstration examples, highlighting
the importance of an efficient ICL retriever for opti-
mal performance. This hypothesis also explains the
poor performance of using the mean-pooled Prob-
lem+Query representations as training target, since
problem description dilutes the information from
the target query due to the autoregressive nature of
the decoder-only LLM.

4.5.2 Number of Positive Anchors
We also study the effects of classifying different
numbers of the most similar examples as posi-
tives in the contrastive objective. From the re-
sults presented in Figure 4, we see that the per-
formance increases along with the number of pos-
itives with peak performance achieved using 40
positives. Since during the sampling process of
the contrastive loss, the number of negatives nneg
is fixed to 100, we believe maintaining a good ra-
tio between positives and negatives is critical for
aligning the model to our proxy target. Since the
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Figure 4: One-shot ICL results (execution accuracy on
development set of Spider dataset) of CodeLlama-13b
where the prompt is retrieved by our trained retriever
with a different number of positive examples. The one-
shot Prompt is retrieved by the one with the largest
cosine similarity.

optimal ratio could also be dependent on the data
distribution, we hope our findings can motivate fur-
ther studies on modifying the objective based on
the characteristics of the available ICL examples.

4.5.3 Batch Size

Figure 5: One-shot ICL execution accuracy on Spider
where DeTriever is trained with different batch sizes.

Figure 5 illustrates the effects of different batch
sizes when training DeTriever with supervised con-
trastive loss. Consistent with the results from prior
studies (Chen et al., 2020; Khosla et al., 2020), we
find that the task performance steadily improves as
we increase the size of the mini-batch from 16 to 64.
Since large batch sizes provide a more diverse set of
negative examples, it enhances the model’s ability
to differentiate between subtle variations between
examples, leading to superior task performance.
We leave the experimentation of adapting more
sophisticated metric learning techniques (Suárez-
Díaz et al., 2020) for demonstration retrieval as
an exciting venue for follow-up works. Table 3
shows the performance of our DeTriever on exam-

ples with different difficulty levels. We find out that
for a larger training batch size, DeTriever tends to
perform better on easier data.

Batch size Easy Medium Hard Extra

16 87.5 66.14 62.07 43.37
32 88.71 67.49 61.49 42.77
48 89.03 68.76 62.57 42.16
64 89.52 69.28 63.79 39.16

Table 3: One-shot ICL execution accuracy for different
classes on Spider development set of DeTriever.

4.5.4 In-Domain Performance

All prior experiments in this work are conducted
in the out-of-domain (OOD) settings, where there
are no schema overlaps between the query and ref-
erence set. Nevertheless, when in-domain (ID)
demonstrations are available, ID examples are
usually better prompts in in-context learning for
NL2SQL (Pourreza et al., 2024). Pourreza et al.
(2024) trained an encoder-based retriever for in-
domain demonstrations. To show the effectiveness
of our DeTriever in the ID setting, we now study
the effects of in-domain (ID) demonstrations where
we directly retrieve ICL examples from the same
schema in the evaluation set. In the results reported
in Table 4, we see that retrieving in-domain ex-
amples with DeTriever significantly outperforms
the best ID baselines by 15.9 accuracy points. This
finding demonstrates that our trained DeTriever can
effectively capture the nuances between examples
under the same schema while emphasizing the ad-
vantages of having access to in-domain demon-
strations. Besides, we find that DeTriever (ID)
achieves an astounding 13.4 point improvement
over DeTriever (OOD) retrieval model, indicating
that DeTriever can generalize well when in-domain
demonstrations are available.

Exe Acc. ↑

OpenAI Embeddings† 69.1
Cohere† 69.3
SQL-Encoder† 73.2

DeTriever (ID) 86.6

Table 4: Results on Spider dataset retrieved by develop-
ment set data. † are obtained from Pourreza et al. (2024)
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5 Conclusion

In this work, we propose DeTriever, which to the
best of our knowledge, is the first proposed method
for fine-tuning the demonstration retrieval model
for the task of NL2SQL. Specifically, we learn a
weighted combination of LLM layer transforma-
tions is used to dynamically retrieve demonstration
examples from the training set. We first perform an
in-depth study to determine the proxy metric that
best approximates the relative benefits of demon-
stration examples and then convert the proxy metric
as the target for the contrastive loss objective used
to fine-tune DeTriever. Our experiments on two
popular benchmarks demonstrated the effective-
ness of our approach. While we focus on NL2SQL
in this work, our method can be naturally applied
to other open-ended generation tasks such as code
completion and question answering. For future
work, we plan to conduct further experiments to
analyze the performance of other models and tasks.

6 Limitations

The publicly available datasets used in this work
are limited to English. Datasets in other languages
(e.g., Vietnamese, Swahili) require LLMs with suf-
ficient capabilities to understand the natural lan-
guage questions containing domain-specific jargon.
Further, while the scope of our experiments is lim-
ited to NL2SQL, we recognize the generalizability
of our proposed method to other downstream tasks
(e.g., question answering, code generation, etc.).
However, one important assumption is the corre-
lation between the similarity of the ground-truth
answer (estimated through LLM embeddings) and
the relative benefits of the corresponding exam-
ples for in-context learning demonstrations. This
assumption is influenced by several task-specific
factors, such as the complexity of the problem and
the nature of the output space, and requires analysis
to verify for any given task. Lastly, we only evalu-
ate the performance on the NL2SQL benchmarks
based on execution accuracy. Execution accuracy
is not a perfect metric since it does not directly
measure logical equivalence and is dependent on
the correctness of the underlying database and the
ability of the SQL queries to retrieve the expected
results. Lastly, there may be other criteria such
as query efficiency and simplicity, that could be
important for the end-user.
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