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Abstract

Large Language Models (LLMs) have demon-
strated exceptional performance across a wide
range of tasks. To further tailor LLMs to
specific domains or applications, post-training
techniques such as Supervised Fine-Tuning
(SFT), Preference Learning, and model merg-
ing are commonly employed. While each of
these methods has been extensively studied in
isolation, the automated construction of com-
plete post-training pipelines remains an under-
explored area. Existing approaches typically
rely on manual design or focus narrowly on op-
timizing individual components, such as data
ordering or merging strategies. In this work,
we introduce LaMDAgent (short for Language
Model Developing Agent), a novel framework
that autonomously constructs and optimizes
full post-training pipelines through the use of
LLM-based agents. LaMDAgent systemati-
cally explores diverse model generation tech-
niques, datasets, and hyperparameter config-
urations, leveraging task-based feedback to
discover high-performing pipelines with min-
imal human intervention. Our experiments
show that LaMDAgent improves tool-use accu-
racy by 9.0 points while preserving instruction-
following capabilities. Moreover, it uncovers
effective post-training strategies that are often
overlooked by conventional human-driven ex-
ploration. We further analyze the impact of
data and model size scaling to reduce compu-
tational costs on the exploration, finding that
model size scalings introduces new challenges,
whereas scaling data size enables cost-effective
pipeline discovery.

1 Introduction

Large Language Models (LLMs) have undergone
rapid development, demonstrating exceptional per-
formance across diverse tasks and significantly
impacting both academic and industrial domains,
with the rise of high-performing proprietary mod-
els (OpenAI, 2023; Anthropic, 2024; Google, 2024)

as well as open-sourced models (Dubey et al., 2024;
Yang et al., 2024; DeepSeek-AI et al., 2024; Abdin
et al., 2024). LLM development typically involves
pre-training on large-scale web corpora followed
by post-training with curated data (Ouyang et al.,
2022), with this study focusing on the latter stage
due to the increasing emphasis on post-training
driven by the release of models and datasets tai-
lored for domain and task adaptation (Tie et al.,
2025).

In post-training, widely adopted approaches in-
clude Supervised Fine-Tuning (SFT) using human-
created prompt-response pairs and Preference
Learning based on preference labels for response
pairs (Rafailov et al., 2023; Ethayarajh et al., 2024;
Song et al., 2024; Munos et al., 2024). Further-
more, innovative techniques are rapidly evolving,
such as autonomous training data generation and
“model merging” that creates new models through
arithmetic operations on different model parame-
ters (Wortsman et al., 2022; Ilharco et al., 2023;
Yadav et al., 2023). To generate superior mod-
els, existing studies either manually build pipelines
or focus on optimizing specific steps such as fine-
tuning data orderings (Chen et al., 2023; Kim and
Lee, 2024; Pattnaik et al., 2024) or model merging
strategies (Ishibashi et al., 2025; Akiba et al., 2025).
However, full adaptation for target tasks requires
combining these methods into integrated pipelines
to optimize, yet automating this end-to-end process
remains largely unexplored.

In this paper, we propose Language Model
Developing Agent (LaMDAgent), a method that
autonomously constructs post-training pipelines
using LLM-based agents and continuously im-
proves them based on feedback from the generated
model’s performance on target tasks. LaMDAgent
treats heterogeneous model improving methods
such as supervised fine-tuning, preference learn-
ing, or model merging in a unified manner and
automates end-to-end post-training pipeline con-
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struction by exploring appropriate model genera-
tion methods, datasets, hyperparameters, and their
optimal application order, thereby reducing the spe-
cialized knowledge and human costs required for
pipeline construction.

Additionally, to reduce computational costs for
LaMDAgent’s exploration, we experimentally ver-
ify data size scaling and model size scaling, where
data size scaling and model size scaling respec-
tively involve exploring pipelines with smaller data
quantities and model sizes, then transferring the dis-
covered efficient pipelines to larger data quantities
and model sizes.

The contributions of this paper are as follows:

1. We propose an LLM Agents-driven frame-
work “LaMDAgent” that autonomously con-
structs and optimizes post-training pipeline.
LaMDAgent treats heterogeneous model im-
proving methods in a unified framework to
optimize the entire pipeline in post-training,
reducing the specialized knowledge and hu-
man costs required for pipeline construction.

2. In our experiments across two distinct settings,
we show that LaMDAgent effectively im-
proves mathematical capability by 3.7 points
in average accuracy in Experiment 1 and en-
hances tool utilization accuracy by 9.0 points
in Experiment 2 compared to strong baselines,
while maintaining general capabilities through
the discovery of novel pipelines that are not
easily identified by humans.

3. To reduce LaMDAgent’s exploration costs,
we verify the effectiveness of data size scal-
ing and model size scaling, finding that
model size scalings introduces new chal-
lenges, whereas scaling data size enables cost-
effective pipeline discovery.

2 Methodology

2.1 Overview
We propose a novel method called Language Model
Developing Agent (LaMDAgent) that fully auto-
mates the construction and optimization of lan-
guage model post-training pipelines using LLM
Agents. Figure 1 illustrates the overview of our
proposed method. The proposed method aims to
create better models by iteratively repeating the
following four steps: 1. Action enumeration , 2.
Action selection, 3. Model evaluation, and 4. Mem-
ory update. While stopping criteria can be based

on cost, runtime, or evaluation metrics, our experi-
ments use a fixed number of iterations and select
the pipeline with the highest reward value, cor-
responding to the best performance on validation
tasks. Details of our method are described in the
following sections.

2.2 Action Enumeration
For simplicity of explanation, we define the follow-
ing terms:

• Object: A concrete entity used in the model
training pipeline, such as Llama 3 8B as a
model or GSM8k as training data.

• Action: An action is a model improving
method that takes multiple objects, including
models, as input and outputs a new model. An
action is defined by an action type such as
"SFT" and the objects used, such as specific
data, models, or hyperparameters.

We obtain possible actions by enumerating all com-
binations of action types and objects. Specifically,
we use predefined action types and objects that in-
clude both pre-prepared datasets and models, as
well as models and data obtained during the iter-
ation. For example, if we have the action type
"SFT" is defined to take (base model, training data)
as input objects, and we have Gemma2 2B as a
base model and GSM8k and MATH as training
data, then possible actions can be enumerated as
(Gemma2 2B, GSM8k) and (Gemma2 2B, MATH).

2.3 Action Selection
We use the agent to select one promising model
improvement action from possible actions. Dur-
ing action selection, we provide the agent with a
prompt for action selection and parse its output to
determine the action. In practice, rather than pro-
viding all action candidates and having the agent
output a single action index, we first have the agent
select an action type in one inference step and iden-
tify the required object types based on the action
type. Then, we have the agent select objects in
an another inference step to determine the final ac-
tion. We first decide on the action type to avoid
action parsing failures that might occur if we give
the agent the complex task of selecting the action
type, understanding what object types are needed
for each action type, and selecting objects with-
out excess or deficiency. We select all objects in
a single inference step rather than multiple steps
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Figure 1: Overview of our LaMDAgent framework. LaMDAgent first enumerates actions from predefined model
improving action types and an object pool containing available data, models, parameters, and other objects (Step1.
Action Eunumeration). Next, the agent selects an action based on memory acquired from previous trials and executes
the selected action to generate a new model (Step2. Action Selection). Then evaluations on downstream tasks are
conducted (Step3. Model Evaluation). Based on the evaluation results of the newly generated model, the agent
considers promising future directions and insights, updating the accumulated memory (Step4. Memory Update).

to minimize order dependency in the selection pro-
cess.

Action selection process can be written as

atype = Agent (gtype(m, ltype)) , (1)

aobj = Agent (gobj(m, lobj , atype)) , (2)

where atype, aobj , gtype and gobj are determined
action type, objects, prompt templates for selecting
action types and objects, respectively. The prompts
include memory m summarizing experiences from
past trials, candidate action types ltype, and objects
lobj . The actual gtype and gobj used in our experi-
ments is provided in Appendix D. In preliminary tri-
als, we observed mode collapse phenomena where
the agent kept selecting the same action as steps
progressed, so we explicitly included exploration
directives in the prompt. We also added instruc-
tions to remove bias after observing that models
generated at intermediate step i named as "Model
i" tended to be selected less frequently compared
to initial models like "Model GSM8k".

2.4 Model Evaluation
We evaluate the selected actions based on the per-
formance of the resulting model on target tasks and
provide feedback to the agent through numerical
scores. In single-task settings, the evaluation met-
ric itself can be used as the score, but in multi-task

settings, we need to aggregate metrics across tasks.
To account for different scales of evaluation metrics
across tasks, we define the multi-task score smulti

using the following formula:

smulti =
∑

k

αk · sksingle, (3)

where sksingle is the single-task reward for task k,
and 0 ≤ αk ≤ 1 are scaling factors. In this re-
search, we determine these factors so that the max-
imum contribution of each ssingle is uniform. For
example, MT-Bench metrics range up to 10, while
AceBench metrics reach 1, so we set the weights
for each score as αMT = 1/10, αAce = 1.

2.5 Memory Update
We update memories of the agent based on the

feedback received for the selected action. A mem-
ory is a text summarizing experiences from the
latest and past trials, and next promising directions
to explore. Memory at iteration t is derived from
the action at t-th iteration (attype, a

t
obj), score st,

and template gmem as follows:

mt = Agent(gmem((attype, a
t
obj , r

t),

{(at′type, at
′
obj , r

t′)}t′<t, {mt′}t′<t)). (4)

The memory updating template gmem used in our
experiments is provided in Appendix D.
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3 Experiment 1: Teaching Multiple Skills
to Base Models

3.1 Experimental Setup

We use Gemma2 2B (Rivière et al., 2024) 1 as
our base model, and we target the following
tasks in a multi-task setting: the arithmetic rea-
soning task GSM8k (Cobbe et al., 2021), the
commonsense reasoning task Commonsense QA
(CQA) (Talmor et al., 2019), and the reading com-
prehension task Trivia QA (TriviaQA) (Joshi et al.,
2017), all converted to 0-shot format. For out-of-
distribution evaluation tasks, we use GSMSym-
bolic (Mirzadeh et al., 2025), which is a more com-
plex version of GSM8k with rewritten numbers
in the questions, generative arithmetic reasoning
tasks from NumGLUE (Mishra et al., 2022) Type1
(NumGLUE1) and Type2 (NumGLUE2), the so-
cial common sense reasoning task SocialIQA (Sap
et al., 2019), and the reading comprehension
task Natural Questions (NQ) (Kwiatkowski et al.,
2019).

While our approach can handle any action that
produces a single model, the actions used in this
experiment and their required objects are:

• TIES-Merging (TIES): Model 1, Model 2,
merge weight (fixed), merge density (fixed)

• Supervised Fine-Tuning (SFT): Model, SFT
training data, learning rate (fixed)

TIES is a representative model merging technique,
while SFT is a standard training method using log-
likelihood maximization loss. As initial objects,
we prepared specialist models trained on 1,000 ex-
amples each from GSM8k, CQA, and TriviaQA
using Gemma2 2B as the base model, hereafter re-
ferred to as GSM8k-specialist, CQA-specialist, and
TriviaQA-specialist. We also use the training data
same as specialist models along with an aggregated
all data as initial objects for SFT. For hyperparam-
eters, we fix merging weights of (0.5, 0.5), density
of 0.5, and learning rate for SFT as 1e− 6. We use
100 examples from a different split as validation
data, and test data was held out from both train-
ing and validation data. To eliminate variability
from randomness, temperature was set to 0 during
both pipeline exploration and testing. For the agent
LLM, we use gpt-4o-2024-08-06 and performed
100 iterations of action selection and feedback.

1https://huggingface.co/google/gemma-2-2b

For details of evaluation methods, GSM8k in-
volves parsing the final numeric answer from the
prediction and exact matching with the ground
truth, CQA requires the answer choice to be
the form of "[[choice]]" and checking if the
parsed value is correct, and TriviaQA uses exact
match between normalized predictions and ground
truth. For out-of-distribution tasks, GSMSymbolic,
NumGLUE1, and NumGLUE2 uses the same eval-
uation method as GSM8k, SocialIQA uses the same
as CQA, and NQ uses the same as TriviaQA.

For compared methods, in addition to the
GSM8k, CQA, and TriviaQA specialists, we use
TIES (Grid Search), which optimizes the weights
of the three specialists through grid search, and
Fully Fine-Tuned, which is trained on all avail-
able training data. To evaluate the effectiveness
of LLM-based action selection, we also compare
with Policy=Random, Actions=(SFT, TIES)) which
randomly selects actions for 100 iterations, and Pol-
icy=LLM, Actions=(TIES) which removes the SFT
from predefined action types.

3.2 Results
The experimental results are shown in Table 1.
LaMDAgent Top-i refers to the model with the
i-th highest accuracy on validation set among those
generated by LaMDAgent. Bold values indicate
the best performance among comparison methods,
and underlined values indicate the top three.

LaMDAgent outperforms baselines, enhanc-
ing math skills while preserving others. Com-
pared to the best baseline, Fully Fine-Tuned,
LaMDAgent Top-1 shows 1.9 point improvement
in overall accuracy (Avg) on the test set, demon-
strating the effectiveness of the discovered pipeline.
The improvement is particularly notable in arith-
metic reasoning tasks, with LaMDAgent Top-
1 overperforms Fully Fine-Tuned by 3.7 points
on math-related tasks (GSM8k, GSMSymbolic,
NumGLUE1, NumGLUE2) on average, while
maintaining comparable performances on other
tasks. These results suggest that, even with identi-
cal training data, appropriately combining model
merging and training sequences using LaMDAgent
can incorporate multiple skills more effectively
than simple SFT on all the data.

Training is more effective than model merging
for acquiring multiple skills. Interestingly, unlike
findings in some previous works (Morrison et al.,
2024; Kuroki et al., 2024), in our experimental set-
ting, Fully Fine-Tuned, which was trained on all
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Table 1: LaMDAgent effectively balances multiple skills and generalizes out-of-distribution: The main results of
Experiment 1. LaMDAgent achieves the highest average performance (Avg) among compared methods. Notably,
LaMDAgent Top-1 overperforms Fully Fine-Tuned by 3.7 points on math-related tasks (GSM8k, GSMSymbolic,
NumGLUE1, NumGLUE2) on average, while maintaining performance on other tasks, demonstrating more effective
multi-skill acquisition than simply mixing training data or merging specialist models.

In-Distribution Out-of-Distribution
Method GSM8k CQA TriviaQA GSMSymbolic NumGLUE1 NumGLUE2 SocialIQA NQ Avg
Baselines
GSM8k-specialist 0.320 0.001 0.000 0.132 0.425 0.395 0.030 0.000 0.163
CQA-specialist 0.018 0.671 0.002 0.007 0.050 0.034 1.000 0.008 0.224
TriviaQA-specialist 0.046 0.027 0.675 0.017 0.050 0.280 0.905 0.269 0.284
TIES (Grid Search) 0.105 0.559 0.562 0.017 0.175 0.265 0.999 0.219 0.363
Fully Fine-Tuned 0.254 0.622 0.672 0.142 0.325 0.238 1.000 0.256 0.439

Proposed
LaMDAgent Top-1 0.284 0.628 0.670 0.145 0.375 0.302 1.000 0.259 0.458
LaMDAgent Top-2 0.306 0.627 0.673 0.140 0.350 0.361 1.000 0.248 0.463
LaMDAgent Top-3 0.267 0.674 0.658 0.146 0.300 0.256 1.000 0.250 0.444

Table 2: LLM-based action selection is effective: Ablation study results for LaMDAgent, with validation set
scores shown in parentheses. Random action selection achieves only scores comparable to Fully Fine-Tuned,
while LLM-based action selection achieves higher average performance. Additionally, the action space provided
significantly impacts generated model performances.

Method GSM8k CQA TriviaQA Avg

Policy=LLM, Actions=(SFT, TIES)) 0.284 (0.350) 0.628 (0.710) 0.670 (0.750) 0.527 (0.603)
Policy=Random, Actions=(SFT, TIES)) 0.257 (0.280) 0.594 (0.660) 0.674 (0.730) 0.508 (0.556)
Policy=LLM, Actions=(TIES) 0.032 (0.030) 0.588 (0.670) 0.575 (0.670) 0.398 (0.456)

data, outperformed TIES (Grid Search), which opti-
mizes model merging weights, on all in-distribution
tasks and 4 out of 5 out-of-distribution tasks, show-
ing a 7.6 point higher average accuracy.

Agent-based action selection is effective. The
ablation results in Table 2 show that random action
selection (Policy=Random, Actions=(SFT, TIES))
resulted in a 4.7 point decrease on the validation set
and a 1.9 point decrease on the test set, demonstrat-
ing that the agent-based action selection is effec-
tive and random pipeline search failed to discover
pipelines better than the baseline (0.508 vs. 0.516).
This is likely because as iterations progress, ran-
dom action selection tends to prioritize exploring
combinations of model merging, which is less ef-
fective in this setting as shown in TIES results, over
exploration of training data curricula. This occurs
because as the number of models increases with
iterations, the number of model merging action
candidates grows quadratically, while the number
of training candidates grows linearly, making the
former more likely to be selected randomly 2.

2For example, after 50 iterations with a single prede-
fined model, the total number of possible merge actions is(
50+1

2

)
= 1275, whereas the number of SFT actions is

50× 4; (data types) = 200, which is six times smaller.

The choice of action space significantly im-
pacts performance. Removing SFT from the ac-
tion space (Policy=LLM, Actions=(TIES)) led to
decreases of 14.7 and 12.9 points on validation and
test sets respectively, showing that the pre-defined
action space significantly affects the final achiev-
able accuracy.

Discovered pipelines. The highest-performing
pipelines discovered by LaMDAgent are shown in
Figure 3. The Top-1, 2, and 3 pipelines all have in
common that they end with training on all data. For
Top-1, the result is consistent with findings (Dong
et al., 2024) that learning mathematical skills first
before mixing with general skill data is beneficial
for balancing mathematical skills like GSM8k with
general skills like CQA and TriviaQA. Interest-
ingly, while model merging is typically used as a
final refinement stage after training, in our experi-
ments, pipelines that merge before training (Top-2
and Top-3) also performs well.
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Figure 3: Top-1, Top-2, and Top-3 pipelines discovered
in experiment 1.

Figure 4: LaMDAgent significantly improves tool us-
age capability while maintaining instruction-following
performance: The overall performance evaluation re-
sults of Experiment 2 indicate that LaMDAgent im-
proves AceBench accuracy by 9.0 points while preserv-
ing the MT-Bench score. In contrast, naive fine-tuning
approaches on either individual or full SFT datasets fail
to enhance tool usage capabilities, suggesting that the
task cannot be effectively addressed with such straight-
forward methods.

4 Experiment 2: Enhancing Tool Usage
Skills in Instruction-tuned Models

4.1 Experimental Setup

In a more realistic setting, we test whether LaMDA-
gent can enhance a specific skill (tool usage in this
case) while maintaining the original instruction-
following capabilities of a publicly available
instruction-tuned model, Gemma2 2B Instruct 3.
We use AceBench (Chen et al., 2025) to evaluate
tool usage capabilities and the first turn of MT-
Bench (Zheng et al., 2023) to evaluate instruction-
following capabilities. For action types, we adopt
TIES and SFT as in Experiment 1. Initial ob-

3https://huggingface.co/google/gemma-2-2b-it

Figure 5: LaMDAgent learns from feedback to exploit
promising actions while exploring unseen pipelines:
The graph shows the Average Score, Max Score, and
Standard Deviation recorded every 15 iterations. The
consistent increase in average score indicates that the
agent continues to learn from past feedback to exploit
promising actions. The non-zero standard deviation
through all iterations and improving max score implies
that the agent maintains exploration to discover further
improvement opportunities alongside exploitation.

jects include Gemma2 2B Instruct as the model,
and for tool usage training data we use Agent-
FLAN 4 (Chen et al., 2024), which includes Tool-
bench react10p, Toolbench tflan 60p r10r5u7, Tool-
bench tflan cot 30p, Agent instruct react, Agent
instruct tflan, Toolbench instruct j1s1 3k, and Tool-
bench negative, ToolACE 5 (Liu et al., 2024b),
and general instruction-following data of Wiz-
ardLM 6 (Xu et al., 2024). We randomly selected
up to 1,000 examples from each of the 7 Agent-
FLAN subsets, ToolACE, and WizardLM. As in
Experiment 1, we use gpt-4o-2024-08-06 as the
LLM for action selection and performed 100 itera-
tions.

For evaluation, we use only turn 1 of MT-
Bench for faster and more cost-effective assess-
ment, with gpt-4o-2024-08-06 as the evaluator. For
ACEBench, we report the accuracy in the Normal
setting, which measures single-turn function call
performance. The temperature parameter is set to
0 during both pipeline exploration and testing to
eliminate randomness.

Compared methods include the Gemma2 2B In-
struct, Individually fine-tuned models trained sepa-
rately on each of the 9 training datasets, and a Fully
fine-tuned model trained on all data. All fine-tuned
models use the same hyperparameters as the SFT

4https://huggingface.co/datasets/internlm/Agent-FLAN
5https://huggingface.co/datasets/Team-ACE/ToolACE
6https://huggingface.co/datasets/

WizardLMTeam/WizardLM_evol_instruct_V2_196k
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in LaMDAgent.

4.2 Results
The overall performance evaluation results of Ex-
periment 2 are summarized in Figure 4. Also, fig-
ure 5 plots the average score, maximum score, and
standard deviation of scores for models created by
LaMDAgent at 15-iteration intervals.

LaMDAgent enhances tool usage capabili-
ties of Gemma2 2B Instruct while preserv-
ing instruction-following capabilities. The best
model generated by LaMDAgent achieves an MT-
Bench score of 0.810, comparable to Gemma2
2B Instruct (0.804), while improving AceBench
accuracy from 0.410 to 0.500—a 9.0 point im-
provement. This demonstrates successful enhance-
ment of tool usage capabilities while maintaining
instruction-following performance. In contrast,
the all fine-tuned models, significantly degrades
both instruction-following and tool usage capabil-
ities. A possible explanation for this: Gemma2
2B Instruct may have already paid an "alignment
tax" (Ouyang et al., 2022) through extensive in-
struction tuning, and so unstable that additional
tool-focused training could cause catastrophic for-
getting of pre-training knowledge easily unless
the training pipeline is carefully selected. To sup-
port this hypothesis, as shown in Figure 5, while
LaMDAgent occasionally takes destructive actions,
it learns to avoid them over time through feedback
from downstream task, allowing the agent to au-
tomatically avoid such actions regardless of the
cause.

Exploiting from score-based feedback while
exploring unseen pipelines. As shown in Figure 5,
the average score continues to improve with itera-
tions, confirming that the LaMDAgent framework
effectively updates its memory to exploit promising
actions. The continuous improvement in maximum
score and non-zero values of standard deviation of
scores suggests that the agent maintains exploration
alongside exploitation.

LaMDAgent is more effective when training
and target distributions do not match. The
score difference between Fully Fine-Tuned and
LaMDAgent in Experiment 1 was smaller than
in Experiment 2, indicating that LaMDAgent pro-
vides greater benefits in Experiment 2. This is be-
cause when trainining and target distributions are
the same, simply minimizing the loss function on
target tasks can yield good performances, whereas
when distributions differ (as in Experiment 2), min-

imizing loss on all training data doesn’t necessarily
minimize loss on target data. Such scenarios repre-
sent effective applications for LaMDAgent.

Discovered pipelines. Figure 6 shows the Top-1

Figure 6: Top-1 and Top-2 pipelines discovered in ex-
periment 2.

and Top-2 pipelines with the highest scores. Both
pipelines train on Agent instruct tflan followed
by ToolACE, suggesting these datasets were ef-
fective for AceBench. However, since the Fully
Fine-Tuned model (which included these datasets)
performs worse than the baseline Gemma2 2b In-
struct, suggesting that excluding unnecessary data
and establishing an appropriate training orderings
are crucial. The Top-1 model’s score evolution is
0.442 (SFT on Agent instruct tflan) → 0.592 (SFT
on ToolACE) → 0.625 (SFT on ToolACE) → 0.655
(SFT on Toolbench tflan 60-r10r5u7), showing that
similar performance improvements at each step cu-
mulatively contributed to the final score, which
cannot be easily identified by humans.

5 Reducing Computational Cost

In this section, we investigate the effectiveness of
data size scaling and model size scaling inspired
by pre-training scaling laws (Rivière et al., 2024)
as methods to reduce the computational cost of
LaMDAgent’s pipeline exploration.

Data size scaling is effective. Data size scaling
is based on the expectation that pipelines with high
scores on small data sizes will maintain high scores
when data size is increased. This approach involves
exploring effective pipelines with small data sizes,
then scaling up the data within those pipelines. For
data size scaling to be effective, pipelines that out-
perform others with small data sizes must continue
to outperform when data sizes are increased.

To verify the effectiveness of data size scaling,
we examine how scores change when increasing
the data in pipelines discovered in Experiment 1 by
factors of 2, 4, and 6 times the exploration size. The
results are shown in Figure 7. The Top-1 pipeline
maintains the highest accuracy across all data sizes,
demonstrating that pipelines with high accuracy
on small data sizes maintain their advantage when
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scaled up, confirming the effectiveness of data size
scaling for computational cost reduction.

Figure 7: Data size scaling is effective for computa-
tional cost reduction: Overall score when scaling num-
ber of training examples in Top-k pipelines. The Top-1
pipeline consistently performs best, suggesting that ef-
fective pipelines at small scales remain effective with
more data.

Table 3: Challenges exist in computational cost reduc-
tion via model size scaling: Evaluation scores of trans-
ferred pipelines on Gemma2 9B, suggesting that al-
though some performance gaps are maintained, they
sometimes diminish with model size scaling.

Method Top-1 Top-50 Top-80 Top-90 Top-100
2B-based 0.603 0.573 0.553 0.546 0.297
9B-based 0.797 0.803 0.783 0.783 0.200

Model size scaling has limitations. Model size
scaling is the model size version of scaling, which
involves exploring effective pipelines with small
models, then scaling up the models within those
pipelines.

To verify the effectiveness of model size scaling,
we change the base model from Gemma2 2B to
Gemma2 9B to transfer the discovered pipelines
in experiment 1. The results are shown in Table 3.
When comparing Top-1 with Top-80, 90, and 100,
which had score differences of more than 5 points
with the 2B model, the Top-1 pipeline still achieves
higher scores with 9B, showing that discovered
pipelines remain effective when base model size
increases. However, the score difference between
Top-1 and Top-50, which was about 3 points with
2B models, reverses when scaling to the larger
model, suggesting that small score gaps may dis-
appear when increasing model size. Therefore, in
practice, rather than pursuing small pipeline dif-
ferences that risk disappearing, diversifying action
space to explore large score gaps may be an ef-

fective use case for LaMDAgent when expecting
model size scaling.

6 Related Work

LLM Agents. LLMs have evolved beyond chat-
bots to agents capable of executing diverse actions
(Wang et al., 2024; Xi et al., 2025). ReAct (Yao
et al., 2023) enables iterative reasoning via thought-
action-observation loops, while Reflexion (Shinn
et al., 2023) introduces verbal learning from feed-
back on past trajectories. Key areas include web
automation (Ning et al., 2025; Zhou et al., 2024;
Deng et al., 2023) and tool use (Patil et al., 2024;
Qu et al., 2025; Qin et al., 2024). To our knowl-
edge, this is the first work to automate post-training
using LLM agents, treating improvement strategies
as actions and model scores as rewards.

LLM for AutoML. The application of LLMs
to Automated Machine Learning (AutoML) has
emerged as a prominent investigation area. MLE-
Bench (Chan et al., 2025) provides a comprehen-
sive benchmark assessing LLM proficiency as ma-
chine learning practitioners, using 75 Kaggle com-
petitions. Most methods (Yang et al., 2025; Liu
et al., 2025b; Jiang et al., 2025; Chi et al., 2024;
Trirat et al., 2024) use agentic approaches, utiliz-
ing LLMs for automatic code generation, improve-
ment, and debugging, with model accuracy as feed-
back. Additionally, several agentic methods use
LLMs to automatically improve LLMs themselves:
Cheng et al. (2025); Liu et al. (2025a) optimizes
LLM architecture, Lu et al. (2024) focuses on loss
functions for preference learning, and Ishibashi
et al. (2024) optimizes code for model merging
algorithms. These studies focused on optimizing
specific LLM aspects. To our knowledge, this is
the first study to optimize the entire post-training
process of LLMs while validating scaling methods
for reducing computational costs in post-training
pipeline search.

Curriculum Learning in Post-Training. Post-
training performance is sensitive to the order of
training data. SKILL-IT (Chen et al., 2023) prior-
itizes samples effective on validation sets. DMT
(Dong et al., 2024) uses a two-stage process start-
ing from specialized to general tasks. Kim and
Lee (2024) proposes reordering based on attention
scores, query length, and loss, while Curri-DPO
(Pattnaik et al., 2024) begins with examples show-
ing large preference gaps. Other domain-specific
efforts exist (Zhao et al., 2021; Upadhyay et al.,
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2025; Qi et al., 2025). However, most rely on
heuristics and expert knowledge. Our work aims to
automate curriculum discovery via LLM agents.

Model Merging. Model merging combines pa-
rameters from multiple models via arithmetic oper-
ations. Wortsman et al. (2022) and Task Arithmetic
(Ilharco et al., 2023) show that adding or subtract-
ing parameters can enhance robustness or transfer
task skills. Techniques like TIES-Merging (Yadav
et al., 2023), DARE (Yu et al., 2024), and many oth-
ers (Huang et al., 2024; Jang et al., 2024a,b; Khalifa
et al., 2024; Ortiz-Jiménez et al., 2023; Liu et al.,
2024a) continue to expand the field. MergeKit
(Goddard et al., 2024) facilitates implementation of
merging techniques. Evolutionary methods (Akiba
et al., 2025) and skill-efficient merging (Morrison
et al., 2024; Kuroki et al., 2024) optimize model
merging parameters on target tasks. Since merging
and training are not independent, optimizing both
jointly is crucial. This paper is the first to propose
a unified approach that automates both training and
merging through LLM agents to construct optimal
pipelines.

7 Conclusion

In this work, we propose LaMDAgent, an auto-
mated framework for constructing post-training
pipelines via LLM-based agents. Empirical results
across two experimental settings demonstrate that
LaMDAgent substantially outperforms all base-
lines by autonomously identifying effective yet
often-overlooked strategies by practitioners. To re-
duce the computational cost of pipeline exploration,
we investigated scaling strategies and found that
data-size scaling offers benefits, whereas model-
size scaling poses nontrivial challenges. These find-
ings position LaMDAgent as a promising direction
toward automating and systematizing post-training
pipeline design, thereby reducing reliance on do-
main expertise and facilitating broader accessibility
in LLM adaptation.

8 Limitations

Our experiments were conducted using Gemma 2
as the base model. It remains to be investigated
how the outcomes might change when different
base models are used. Furthermore, we only used
English-language datasets. While our method is
not expected to be highly language-dependent, it
remains unclear whether it performs adequately on
minority or low-resource languages.

In principle, the proposed framework allows for
arbitrary action types. However, in this study, we
focused on TIES-Merging and Supervised Fine-
Tuning. It would be highly interesting to explore
what kinds of pipelines could be discovered by
combining our method with other model merging
techniques, preference learning approaches, or data
generation strategies.

Our experiments did not yield positive results
in the context of model size scaling. Therefore,
achieving positive transfer at larger scales may re-
quire further innovation in future work.
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A Cost Analysis

In this section, we analyze the computational costs
associated with LaMDAgent to evaluate its practi-
cal feasibility for real-world deployment.

GPU costs. When we use Qwen2.5 0.5B-
Instruct in the same setting as Experiment2, the

total GPU hours consumed were 106.1 hours. De-
tailed costs of each stages are shown in Table 4.

Table 4: Computational costs for training, merging, and
evaluation. We used NVIDIA L40S GPU for all stages.

Stage # GPUs Runtime (h) GPU Hours
SFT 8 0.0908 0.726
TIES 1 0.0541 0.0541
AceBench 2 0.123 0.246
MT-Bench 1 0.103 0.103

API costs. The aggregate API costs totaled 19.9
U.S. dollars. A comprehensive breakdown is pro-
vided in Table 5.

Table 5: Token usage and costs for each step. Token
counts are shown in thousands.

Usage Input (×103) Output (×103)
Action Type Selection 1844 ($4.61) 87 ($0.879)
Object Selection 1880 ($4.70) 45 ($0.449)
Feedback Generation 3548 ($8.87) 40 ($0.399)
Total 7280 ($18.2) 173 ($1.73)

B Additional Experimental Results

Changing base models. To verify the perfor-
mance of LaMDAgent with other model families,
we conducted experiments using the same configu-
ration as Experiment 2 but changed the base model
from Gemma2 2B-Instruct to Qwen2.5 0.5B/1.5B-
Instruct. The results are shown in Table 6.

Table 6: Experimental results for changing the base
model.

Model ACEBench MT-Bench Avg
Qwen2.5 0.5B-Instruct 0.20 0.535 0.368
w/ LaMDAAgent 0.18 0.680 0.430
Qwen2.5 1.5B-Instruct 0.45 0.715 0.583
w/ LaMDAAgent 0.44 0.741 0.590

Even when changing the base model to Qwen2.5,
we consistently achieved improved average per-
formance, demonstrating that the effectiveness of
LaMDAgent is independent of base model selec-
tion. However, unlike the results with Gemma2 2B-
Instruct, tool performance slightly decreased while
general task capabilities improved. Examining the
training history, MT-Bench scores consistently con-
tinued to improve, suggesting that LaMDAgent
may have a tendency to continuously enhance per-
formance on specific tasks among multiple tasks.

30091

https://doi.org/10.48550/ARXIV.2412.15115
https://doi.org/10.48550/ARXIV.2505.14738
https://doi.org/10.48550/ARXIV.2505.14738
https://doi.org/10.48550/ARXIV.2505.14738
https://openreview.net/forum?id=WE_vluYUL-X
https://openreview.net/forum?id=WE_vluYUL-X
https://openreview.net/forum?id=fq0NaiU8Ex
https://openreview.net/forum?id=fq0NaiU8Ex
https://doi.org/10.1609/AAAI.V35I16.17709
https://doi.org/10.1609/AAAI.V35I16.17709
http://papers.nips.cc/paper_files/paper/2023/hash/91f18a1287b398d378ef22505bf41832-Abstract-Datasets_and_Benchmarks.html
http://papers.nips.cc/paper_files/paper/2023/hash/91f18a1287b398d378ef22505bf41832-Abstract-Datasets_and_Benchmarks.html
https://openreview.net/forum?id=oKn9c6ytLx
https://openreview.net/forum?id=oKn9c6ytLx


This indicates the necessity of feedback mecha-
nisms other than the average accuracy across mul-
tiple tasks that we adopted, in order to improve
targeted characteristics such as tool performance.

Expanding action spaces. To investigate per-
formance when varying the search space of the
pipeline, we conducted experiments with the same
configuration as Experiment 2 but added hyperpa-
rameter exploration as an action. The experimental
results are shown in Table 7.

Table 7: Experimental results for varying action spaces.

Action Space ACEBench MT-Bench Avg
Setting 1 0.500 0.810 0.655
Setting 2 0.410 0.795 0.602
Setting 3 0.450 0.793 0.621

• Setting 1: All hyperparameters fixed (identical
configuration to Experiment 2)

• Setting 2: SFT learning rate expanded from
[1e-6] to [1e-7, 5e-7, 1e-6, 5e-6, 1e-5]

• Setting 3: SFT learning rate expanded from
[1e-6] to [5e-7, 1e-6, 5e-6], and TIES weights
expanded from [0.5, 0.5] to [[0.5, 0.5], [0.9,
0.1]]

Although expanding the search space should the-
oretically yield better optimal solution, the search
efficiency decreases because poorly performing
learning rates may be included in the search range.
We believe that within the short iteration limit of
100 iterations used in our configuration, the nega-
tive effects of reduced search efficiency outweighed
the benefits of expanding the search space.

C Differences from AutoML Agents

When comparing with AutoML agents, such as ML-
Master (the state-of-the-art method in MLE-Bench)
applied to LLM post-training, the primary differ-
ence lies in the optimization space: code space
such as Python (ML-Master) versus pre-defined
action combinations (LaMDAgent). The detailed
comparison with LaMDAgent arising from this fun-
damental difference is shown in Table 8

1. Guardrails: ML-Master directly executes
LLM-generated code, requiring guardrails
such as sandboxing to prevent deletion of im-
portant files or environmental changes. In
contrast, LaMDAgent requires no guardrails

Table 8: Comparison between ML-Master and LaMDA-
gent across multiple aspects. ✓ indicates favorable
characteristics, × indicates unfavorable characteristics,
and ∼ indicates intermediate characteristics.

Aspect ML-Master LaMDAgent

Guardrails × ✓
Controllability × ✓
Multiple Environments ∼ ✓
Cost Efficiency × ✓
Manual Prompting Cost × ✓
Action Space Size ✓ ×
Manual Coding Cost ✓ ×

as it does not perform file operations or envi-
ronment setup.

2. Controllability: When specifying desired
models, training methods, or datasets for LLM
training, LaMDAgent can limit exploration to
combinations of these specified components.
However, ML-Master relies on prompt-based
constraints, which may lead to exploration of
unintended spaces.

3. Multiple Environments: When different
types of model improvement actions require
different environments (e.g., different versions
of transformers), complex pipelines like "en-
vironment setup → action → environment
setup → action..." are difficult with current
ML-Master implementations. LaMDAgent
handles this easily due to the loose coupling
of action executions.

4. Manual Prompting Cost: ML-Master
requires exhaustive specification of
environment-related information such
as server details and paths necessary for
coding. LaMDAgent allows execution
with arbitrary settings simply by writing
configurations in a YAML file.

5. Cost Efficiency: In ML-Master, code is ex-
ecuted from scratch for each run, which can
result in repeated training under identical set-
tings and thus waste computational resources.
In contrast, LaMDAgent improves efficiency
by reusing previously trained components.
Furthermore, this work uniquely investigates
whether LLMs can autonomously achieve
computational cost reduction through scaling,
without explicit human guidance.
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6. Action Space Size: While ML-Master opti-
mizes the entire codebase, LaMDAgent can
be interpreted as being limited to optimizing
predefined combinations. Consequently, ML-
Master operates within a broader optimization
space.

7. Manual Coding Cost: Manual coding cost
is nearly zero for ML-Master, while LaMDA-
gent requires pre-written code for each action.
However, once LLM fine-tuning code is writ-
ten, it can be reused across various situations.

Based on the above analysis, LaMDAgent is more
suitable for developers who already possess model
training code, have defined their optimization
search space, and seek to conduct controlled ex-
periments—particularly LLM developers. Con-
versely, AutoML approaches are more appropriate
for practitioners with limited LLM training expe-
rience who encounter difficulties in implementing
training code.

D Templates

Figure 8, 9, and 10 are prompt templates for action
type selection, object selection, and memory gener-
ation in our proposed LaMDAgent, respectively.

Figure 11 shows an example of configs for
LaMDAgent.
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Prompt template to select an action type

You are a developer of Large Language Models (LLMs) who tests model improvement strategies based on a
given hypothesis. You are provided with Self -Reflections obtained from analyzing the result of a
previous trial conducted for model improvement. Based on the Self -Reflections , select one action
type from the Action Type List to create a more performant model. Analyze the Self -Reflections to
identify the most promising action type , and provide the number of the selected action type at the
end. If the Self -Reflections are not provided , please select randomly.

Self -Reflections:
<reflection >

Action List:
<action_types >

Selected Action Type NUMBER:

Figure 8: Prompt template to select an action type.

Prompt template to select objects

You are a developer of Large Language Models (LLMs). Your task is to determine a configuration for
creating an LLM.

The configuration consists of multiple object types , and for each object type , you must select one
object from a set of candidate objects.

To aid in your selection , you are provided with introspective analysis based on past LLM configurations
and their outcomes.

Please output the selected objects in the order of the object types displayed , using comma separation
and enclosed in [[ ]], e.g., [[1, 0, 2]] at the end of the output. If the Self -Reflections are not
provided , please select randomly and think of a combination that has not been tried in the past

trials. Also , the k-th model at step n is named in the format 0--n--k. Since such models also have
promising potential , please include them in the search scope.

Self -Reflections:
<reflection >

Object Candidates:
<object_cands >

Selected Object NUMBERs:

Figure 9: Prompt template to select objects.

Prompt template to update memory

You are a developer of Large Language Models (LLMs) that can improve models based on self reflections.
You will be given results and memories of the previous improving trials. The results consist of
actions and scores , where the scores are out of 1 point. And also , You will be provided with newly
aquired trials. In a few sentences , update your memories based on the previous trials , memoeries ,
and new results.

# Previous Results
<previous results >

# Previous Memories Aquired from Previous Trials
<previous memories >

# Newly aquired Results
<new results >

Updated Memory:

Figure 10: Prompt template to update memory.
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An example config of our proposed method

{
"seed": 42,
"total_timesteps ": 100,
"controller ": "LaMDAgent_gpt",
"controller_model ": "gpt -4o-2024 -11 -20" ,
"objects ": {

"base_models ": [" models/gemma -2-2b"],
"models ": [" models/gemma -2-2b--gsm8k_1k", "models/gemma -2-2b--commonsense_qa_1k", "models/gemma

-2-2b--trivia_qa_1k_w_context ","models/gemma -2-2b"],
"sft_dataset ": ["data/sft_formatted/gsm8k_1k", "data/sft_formatted/commonsense_qa_1k", "data/

sft_formatted/trivia_qa_1k_w_context", "data/sft_formatted/gsm1k_cqa1k_tqa1k "],
"sft_lr ": [0.000001] ,
"ties_weights ": [[0.5, 0.5]],
"ties_density ": [0.5],

},
"action_types ": {

"sft": [" models", "sft_dataset", "sft_lr"],
"ties_merging ": [" base_models", "models", "models", "ties_weights", "ties_density "]

},
"eval_tasks ": [[" gsm8k", "acc"], [" commonsenseqa", "acc"], [" trivia_qa_w_context", "acc"]],
"score_aggregation ": "mean"

}

Figure 11: An example config of our proposed method.
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