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Abstract

This paper investigates prior prompt engineer-
ing (pPE) in the context of reinforcement fine-
tuning (RFT), where language models (LMs)
are incentivized to exhibit behaviors that max-
imize performance through reward signals.
While existing RFT research has primarily fo-
cused on algorithms, reward shaping, and data
curation, the design of the prior prompt–the
instructions prepended to queries during train-
ing to elicit behaviors such as step-by-step
reasoning–remains underexplored. We inves-
tigate whether different pPE approaches can
guide LMs to internalize distinct behaviors af-
ter RFT. Inspired by inference-time prompt en-
gineering (iPE), we translate five representa-
tive iPE strategies–reasoning, planning, code-
based reasoning, knowledge recall, and null-
example utilization–into corresponding pPE ap-
proaches. We experiment with Qwen2.5-7B us-
ing each of the pPE approaches, then evaluate
performance on in-domain and out-of-domain
benchmz arks (e.g., AIME2024, HumanEval+,
and GPQA-Diamond). Our results show that all
pPE-trained models surpass their iPE-prompted
counterparts, with the null-example pPE ap-
proach achieving the largest average perfor-
mance gain and the highest improvement on
AIME2024 and GPQA-Diamond, surpassing
the commonly used reasoning approach. Fur-
thermore, by adapting a behavior-classification
framework, we demonstrate that different pPE
strategies instill distinct behavioral styles in the
resulting models. These findings position pPE
as a powerful yet understudied axis for RFT.

1 Introduction

Recent advancements in reasoning models mark
a significant step forward in improving language
model (LM) performance by allocating additional
compute budget at test time. A common approach
to developing such models is reinforcement fine-
tuning (RFT), which incentivizes an LM to perform
extended reasoning during inference by using re-

ward signals–based on the correctness of generated
answers–during training. Current studies have ex-
plored various components of the RFT pipeline, in-
cluding objective functions and training algorithms
(Liu et al., 2025; Yu et al., 2025; Yeo et al., 2025;
Yue et al., 2025), data domains and curricula (Xie
et al., 2025; Wei et al., 2025; Su et al., 2025; Hu
et al., 2025), reward functions and shaping (Yeo
et al., 2025; Su et al., 2025; Hu et al., 2025), and the
influence of inherent behaviors across different LM
families and model sizes (Liu et al., 2025; Zeng
et al., 2025a; Gandhi et al., 2025). However, de-
spite these improvements for various components
of the RFT pipeline, one critical aspect remains
understudied: the design of the prompt.

To scope our study, we separate a prompt used
during RFT into two main components: the in-
struction and the task content (see Figure 2). The
instruction guides the model to exhibit desired be-
haviors (e.g., step-by-step reasoning). We refer to
this section as the prior prompt, which is the main
focus of this study. Examples of prior prompts
from existing work are provided in Appendix C.
While some studies briefly note the role of prior
prompts in training stability and performance (Xie
et al., 2025; Zeng et al., 2025a), there has been lit-
tle systematic investigation into how different prior
prompting approaches during RFT shape model
behaviors. This study therefore centers on the fol-
lowing question: Can different prior prompt en-
gineering approaches guide language models to
internalize distinct behaviors during RFT?

The breadth of prompt engineering, which we
define in this paper as inference-time prompt en-
gineering (iPE) to distinguish it from prompt en-
gineering during training, demonstrates its effec-
tiveness in eliciting diverse behaviors (i.e., genera-
tion patterns) from LMs (Kojima et al., 2022), ulti-
mately leading to varying performance outcomes.
For instance, chain-of-thought prompting (CoT)
(Wei et al., 2022b) elicits step-by-step reasoning
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<think>

To determine the number of 
positive whole-number divisors of 
196, we first need to find its prime 
factorization.



1. Start by dividing 196 by the 
smallest prime number, which is 2:

...

</think>

<think>
Chain-of-thought prompting

<plan>

1. Identify the prime factorization 
of 196.

2. Use the formula for finding the 
number of divisors from the prime 
factorization.

</plan>

<plan>
Plan-and-solve prompting

<code>

divisors = []

number = 196



for i in range(1, number + 1):

    if number % i == 0:

        divisors.append(i)

</code>

<code>
Program-of-thought prompting

<knowledge>

To determine the number of positive 
whole-number divisors of 196, we 
first need to find its prime 
factorization. The prime factorization 
of a number is the product of prime 
numbers that equals the original 
number.

...

</knowledge>

<knowledge>
Generated knowledge prompting

<examples>

To determine the number of 
positive whole-number divisors of 
196, we first need to find its prime 
factorization.



1. Start by dividing 196 by the 
smallest prime number, which is 2:

...

</examples>

<examples>
Null-shot prompting

How many positive whole-number divisors does 196 have?
Query

Figure 1: Five generated responses from five distinct models post-RFT with different pPE approaches–<think>,
<plan>, <code>, <examples>, and <knowledge>. Each pPE approach is inspired by a corresponding iPE paradigm:
chain-of-thought, plan-and-solve, program-of-thought, null-shot, and generated knowledge prompting, respectively.

A conversation between User and Assistant. The user
asks a question, and the Assistant solves it. The as-
sistant first thinks about the reasoning process in the
mind and then provides the user with the answer. The
reasoning process and answer are enclosed within
<think> </think> and <answer> </answer> tags,
respectively, i.e., <think> reasoning process here
</think><answer> answer here </answer>. User:
Let the circles k1 and k2 intersect at two distinct
points A and B, and let t be a common tangent of
k1 and k2, that touches k1 and k2 at M and N , re-
spectively. If t ⊥ AM and MN = 2AM , evaluate
∠NMB. Assistant:

Figure 2: The prompt used during RFT by DeepSeek-AI
et al. (2025). The prior prompt is highlighted in yellow.
Non-highlighted content is task content.

before producing a final answer; plan-and-solve
prompting (PS) (Wang et al., 2023) first gener-
ates a high-level plan before problem solving; and
program-of-thought prompting (PoT) (Chen et al.,
2023) induces code-based reasoning. These exam-
ples illustrate that different iPE approaches not only
elicit distinct behaviors (e.g., reasoning, planning,
coding) but also lead to varied performance results.

Inspired by iPE, we introduce the term prior
prompt engineering (pPE) to denote approaches
for modifying the prior prompt in RFT. Just as iPE
guides behavior during inference, we conjecture
that pPE can shape model behavior during training.
By combining the varied elicitation induced by
pPE with RFT’s incentivization mechanism, the
resulting models may exhibit diverse behaviors and
achieve different levels of performance impact.

In this paper, we study the effects of various
pPE approaches on model behaviors and perfor-
mance impact after RFT. We select five representa-
tive iPE approaches based on their distinct elicited
behaviors–reasoning, planning, coding, knowledge
recall, and null example utilization–and translate
them into corresponding pPE approaches. We em-

ploy these five pPE approaches to train Qwen2.5 7B
into five distinct models with RFT using math-only
training data. We then compare each RFT-trained
model to its corresponding iPE-only baseline.

We evaluate our models using both quanti-
tative and qualitative methods. Quantitatively,
we measure performance on mathematical rea-
soning, coding, and question-answering bench-
marks (e.g., AIME2024, GPQA Diamond, and
HumanEval+) to assess impact on in-domain and
out-of-domain tasks. Qualitatively, we employ a
modified behavior-classification framework from
Gandhi et al. (2025) to quantify differences in
model behaviors. To test generalization, we repli-
cate our experiments at smaller scales on Qwen2.5
3B, Qwen2.5 Coder 7B, and Llama 3.1 8B.

We find that all pPE-trained models surpass their
corresponding iPE-only baselines. Among pPE
approaches, the null-example utilization approach–
which exhibits behavioral similarities to the reason-
ing approach–achieves the largest improvement on
GPQA Diamond and the highest average perfor-
mance gain across tasks. Figure 1 illustrates the
five models trained with different pPE strategies,
each demonstrating distinct behavioral styles and
indicating that pPE can incentivize diverse behav-
iors. Our contributions are as follows:

• We introduce the concepts of prior prompt and
prior prompt engineering (pPE) as critical yet
previously understudied aspects of RFT.

• We demonstrate that different pPE strategies
elicit distinct behaviors, including variations
in performance impact, response structure, ver-
bosity, and behavior types.

• We propose an updated systematic behavior
classification approach to quantify both cogni-
tive and elicited behaviors, revealing how differ-
ent pPE approaches shape model behavior.
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2 Prior Prompt Engineering for
Reinforcement Fine-Tuning

Our main question in this study is whether different
pPE approaches can lead an LM to internalize dis-
tinct behavioral styles after RFT. If different pPE
approaches indeed yield different behaviors, this
could provide a simple means–by only changing
the prior prompt–to train models for specialized
behaviors beyond reasoning (e.g., plan generation,
code-based reasoning, or knowledge generation).
To answer this question, we select five representa-
tive iPE approaches and translate them into pPE
approaches. We then apply a standard RFT setup
to train five distinct models, differing only in their
pPE approach and format reward (see Section 3).
The overall process and distinctions between iPE
and pPE are depicted in Figure 3.

We evaluate each model quantitatively and qual-
itatively to assess performance changes and behav-
ioral differences. Quantitative evaluation uses es-
tablished benchmarks for mathematical reasoning,
coding, and question answering. For qualitative
evaluation, we adapt the framework of Gandhi et al.
(2025) to classify each post-RFT model’s behavior
into one of four cognitive categories and five pPE-
specific categories. We also apply these evaluations
to the base model at inference time with different
iPE approaches, to further compare iPE and pPE.

To explore the impact of pPE approaches on
prior prompts, we select five representative iPE
approaches based on their differences in behavioral
elicitation when used to prompt an LM:

1. Reasoning: Chain-of-thought prompting (CoT)
(Wei et al., 2022b) elicits an LM to generate
step-by-step reasoning before producing a fi-
nal answer. This iPE approach is mapped to
<think> in pPE and is the most commonly used
in RFT studies, resulting in reasoning models
(DeepSeek-AI et al., 2025; Xie et al., 2025).
This serves as our baseline for comparison.

2. Planning: Plan-and-solve prompting (PS)
(Wang et al., 2023) elicits the model to first gen-
erate a plan (e.g., numbered steps) and then exe-
cute that plan, yielding improvements over stan-
dard CoT. The planning approach is mapped to
<plan> in pPE. We expect the post-RFT model
to generate a plan before providing an answer.

3. Code-based reasoning: Program-of-thought
prompting (PoT) (Chen et al., 2023) elicits

structured reasoning through code by asking
a model to generate relevant code for problem
solving. PoT has shown strong performance
on math and logic tasks, especially with code-
pretrained models such as CodeLlama (Rozière
et al., 2024), Qwen2.5-Coder (Hui et al., 2024),
and StarCoder 2 (Lozhkov et al., 2024). This
iPE approach is mapped to <code> in pPE. We
expect the post-RFT model to generate code and
comments that solve the given task.

4. Knowledge recall: Generated knowledge
prompting (Liu et al., 2022) asks the model to
recall or synthesize relevant knowledge before
answering, simulating a form of self-retrieval
and improving performance on commonsense
benchmarks. This approach is mapped to
<knowledge> in pPE. We expect the post-RFT
model to recall definitions, theorems, or formu-
las before proceeding to a final answer.

5. Null-example utilization: Null-shot prompt-
ing (Taveekitworachai et al., 2024) prompts the
model to utilize non-existent in-context exam-
ples relevant to the question, exploiting induc-
tive biases without providing real demonstra-
tions. It maps to <examples> in pPE, and we
expect the post-RFT model to generate or refer-
ence illustrative examples relevant to a query.

With these five distinct pPE approaches for elic-
iting different behaviors in LMs during RFT, we
expect not only differences in performance impact
and post-RFT behaviors but also in training dynam-
ics, such as average response length or per-step
reward trajectories.

3 Experimental Setup

3.1 Prior Prompts
To construct our prior prompts, we adapt the tem-
plate of Xie et al. (2025). For each iPE approach,
we modify the instruction in the template (e.g.,
“plan,” “recall relevant knowledge,” “write required
code”) and update the corresponding tag <x></x>
as described in Section 2. The <think></think>
pPE approach thus is the standard RFT setup.
These same templates are also used when evalu-
ating iPE-prompted models. The complete prior
prompt templates are provided in Appendix D.1.

3.2 Training
We follow a standard RFT setup similar to
DeepSeek-AI et al. (2025). Specifically, we use
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Inference-time Prompt Engineering (iPE) Prior Prompt Engineering (pPE)

Reinforcement Fine-Tuning (RFT)

Training

Queries

Queries

Chain-of-

Thought

Plan-and-
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Program-of- 
Thought

Generated 
Knowledge Null-Shot

Prompt Engineering Approaches
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Plan-and-

Solve
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Thought

Generated 
Knowledge Null-Shot

Prompt Engineering Approaches

Prior

Prompts

PromptsPrompts

Responses Language Model

Language Model

Reward Function

GRPO
Trained Model

Figure 3: Left: iPE approaches are applied to a prompt during inference, before inputting it into an LM, to elicit
desired behaviors in the response. Right: pPE approaches are translated from iPE approaches and applied to the
prior prompt to elicit desired behaviors during training.

Group Relative Policy Optimization (GRPO) with
a pretrained base LM. Our training stack is Open-
RLHF v0.6.4 (Hu et al., 2024) for policy optimiza-
tion and vLLM v0.8.2 (Kwon et al., 2023) for roll-
out generation. We train using prompts from the
STILLv3 dataset (Chen et al., 2025), which con-
tains approximately 30K mathematical problems
and is used to train a reasoning model. We note
that the use of math-only training datasets is com-
mon in the existing literature (Liu et al., 2025; Yeo
et al., 2025; Yu et al., 2025). In addition, math-only
training datasets provides a simplicity in verifiable
reward design, i.e., value equivalent checking be-
tween a generated answer and the ground truth,
unlike other domains, which inconclusive in imple-
mentation standards of the reward function. Ad-
ditional details and hyperparameters are listed in
Appendix D.3.

Our reward function comprises two equally
weighted components (summing to 1.0): (1) ac-
curacy, which assesses whether the model pro-
duces the correct final answer; and (2) format,
which assesses whether the model’s output fol-
lows the expected format–<x></x> followed by
<answer></answer>, where x is one of {think,
plan, code, knowledge, examples}. The ex-
pected format is updated dynamically to match the
pPE approach. Additional details on the reward
function are available in Appendix D.2.

For our main experiments, we use Qwen2.5-7B
(Qwen et al., 2025) as the base model. All five
pPE variants are trained with the same settings,
differing only in the pPE approaches. We also use
Qwen2.5-7B, prompted at inference with each iPE
approach, as our comparison baseline. To isolate
the effects of inherent performance changes from
those of the dataset, we also train Qwen2.5-7B on
the dataset without any prior prompts–thus without

format instructions and without a format reward;
accuracy reward maxed at 1.0. This setup serves
as our No PP baseline to distinguish dataset effects
from those of pPE approaches.

We select Qwen2.5-7B, a base model, to follow
the R1-Zero (DeepSeek-AI et al., 2025) approach
and mitigate confounding factors from instruction
tuning of instruct models; evaluation of the instruct
variant is left for future work. Although prompting
base models with iPE approaches has become less
common in recent years due to the prevalence of
instruct models, prior studies introducing the iPE
methods (Wei et al., 2022b; Wang et al., 2023; Chen
et al., 2023; Liu et al., 2022; Taveekitworachai
et al., 2024) considered here have shown it to be
effective with base models.

To assess generalization under budget con-
straints, we conduct scaled-down experiments
along two dimensions: model size and model fam-
ily. For model size, we train Qwen2.5-3B with
<think> and <plan>, as it belongs to the same fam-
ily as Qwen2.5-7B from the main experiment and
allows direct size comparison. For model family,
we evaluate Llama 3.1-8B (Grattafiori et al., 2024)
with <think> and <plan>, chosen for its compa-
rable size to Qwen2.5-7B, and Qwen2.5-Coder-
7B (Hui et al., 2024) with <think> and <code>,
included to examine differences between a code-
specialized model and its base counterpart. We
prioritize <plan> as the main comparator due to
its distinct behaviors during and after RFT, while
<code> probes domain-specific specialization.

3.3 Evaluation

We evaluate all models and prompting methods via
quantitative and qualitative analyses.

Quantitative benchmarks Although our train-
ing set is math-only, we also evaluate all models on
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non-mathematical benchmarks to assess generaliza-
tion. We report average accuracy across the follow-
ing: Mathematical reasoning: AIME2024 (AIME)
(Li et al., 2024), AMC12 ’22–’23 (AMC) (Li et al.,
2024), and MATH-500 (MATH) (Hendrycks et al.,
2021); Coding: HumanEval+ (HE+) base and extra
sets (Liu et al., 2023); Question answering: GPQA-
Diamond (GPQA) (Rein et al., 2024). Additional
details are provided in Appendix D.4.1.

Qualitative analysis We analyze differences
across: (1) Training dynamics, (2) Average re-
sponse length, (3) Ratio of four fundamental cogni-
tive behaviors (Gandhi et al., 2025), and (4) Ratio
of behavior patterns specific to each of the five pPE
categories. Four fundamental cognitive behaviors
are (i) Verification: identifying errors; (ii) Back-
tracking: proposing an alternative approach; (iii)
Subgoal setting: generating intermediate steps; and
(iv) Backward chaining: reasoning from the result
to inputs. For (3) and (4), we employ the LM-based
classification framework of Gandhi et al. (2025) to
automatically classify model responses. Further
details are in Appendix D.4.2.

4 Results and Findings

In this section, we present and discuss results from
our experiments, as described the setup in Section 3.
Our objective is to answer the core question posed
earlier: whether and how different pPE approaches
can guide LMs to internalize distinct behaviors
during RFT. To address this question, we examine
three key aspects:

1. Performance impact: Do different pPE ap-
proaches lead to measurable improvements over
the baseline and their iPE counterparts? Do they
result in distinct performance gains across tasks,
or do they converge to similar outcomes?

2. Behavioral differences: Do different pPE ap-
proaches induce differences in fundamental cog-
nitive behaviors and elicited generation pat-
terns? Do the behavioral profiles of pPE-trained
models align with those observed under iPE?

3. Generalization: How well do pPE approaches
generalize across model sizes and families?

The following subsections address each of these
aspects in detail. Additional and detailed results,
including results from the generalization study, are
presented in Appendix E.

4.1 Performance Impact

Model AIME AMC GPQA MATH HE+ Avg.

Qwen2.5-7B 13.33 37.35 24.24 55.60 72.60 40.62

iPE
Think 10.00 31.33 24.24 56.00 75.00 39.31
Plan 10.00 30.12 24.24 51.20 73.80 37.87
Code 13.33 26.51 24.24 51.40 72.00 37.50
Knowledge 20.00 25.30 24.24 59.60 72.00 40.23
Examples 16.67 32.53 24.24 56.80 0.00 26.05

RFT
No PP 26.67 37.35 21.21 70.40 73.80 45.41

pPE
Think 20.00 43.37 28.28 73.20 70.10 46.99
Plan 20.00 44.58 24.75 69.60 68.90 45.57
Code 16.67 46.99 25.25 66.20 78.00 46.62
Knowledge 16.67 37.35 21.72 71.00 73.20 43.99
Examples 20.00 43.37 30.81 71.20 72.60 47.60

Table 1: Benchmark accuracy (%) of Qwen2.5-7B
when prompted with different iPE or RFT with different
pPE approaches across five benchmarks. No PP rep-
resents a baseline trained with RFT without any prior
prompts. Bold indicates the best performance per col-
umn; underlined indicates the second best per column.

Table 1 presents the performance of Qwen2.5-
7B when prompted with different iPE approaches
or fine-tuned using RFT with different pPE ap-
proaches across benchmarks. Notably, all iPE
approaches result in lower average performance
compared to the base model. For instance, un-
der the null-example utilization approach, iPE fails
to generate parsable code during HE+ evaluation,
yielding 0.00.

In contrast, all post-RFT models–regardless of
the pPE approach–achieve performance improve-
ments over the base model. Part of these gains can
be attributed to the dataset itself: training without
a prior prompt (No PP) raises AIME from 13.33 to
26.67 and MATH from 55.60 to 70.40, outperform-
ing every iPE variant and even all pPE variants on
these two math-heavy benchmarks. This indicates
that the dataset and RFT alone drive substantial
improvements in mathematical reasoning.

The influence of prior prompts becomes more
apparent on other benchmarks. On AMC, No PP
provides no improvement (37.35 to 37.35), yet ev-
ery pPE variant surpasses it, with code-based rea-
soning reaching 46.99. Several pPE approaches
also improve GPQA, and the code-based approach
raises HE+ from 73.80 to 78.00. Importantly, all
pPE variants except knowledge recall outperform
No PP in average performance, demonstrating that
prior prompts exert an independent effect beyond
dataset-driven gains.

The widely used reasoning approach, <think>,
serves as a strong pPE baseline and delivers sub-
stantial gains (+6.37 points). Surprisingly, the
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null-example utilization approach, which performs
worst under iPE, achieves the highest average im-
provement (+6.98 points) after RFT–surpassing
<think>. Notably, while the null-example iPE
approach fails entirely on HE+, its pPE counter-
part maintains strong performance on that bench-
mark. Conversely, the knowledge recall approach,
which yields the best iPE performance, produces
the weakest results in the pPE setting. These con-
trasts underscore that performance trends in iPE
do not directly translate to pPE, highlighting the
fundamentally different mechanisms underlying
inference-time prompting and RFT.

Finally, as with iPE, pPE methods exhibit di-
verse benchmark-specific effects. The code-based
reasoning approach, while expectedly excelling on
HE+, also delivers the strongest AMC score. In
contrast, knowledge recall fails to provide mean-
ingful gains on GPQA and even underperforms
relative to the base model. Together, these results
suggest that the impact of pPE is more nuanced
than simply aligning a domain-specific prompt with
a domain-specific task. We leave further investiga-
tion of these dynamics to future work.

4.2 Behavioral Differences
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Figure 4: The reward progression of Qwen2.5-7B dur-
ing RFT exhibits similar trends–an initial climb fol-
lowed by fluctuations–across all pPE approaches, except
for No PP, which yields lower rewards as it focuses only
on accuracy without the format component.

Training dynamics Figures 4 and 5 show the re-
ward and average response length dynamics during
RFT for each pPE approach, respectively. For all
pPE variants, the training curves are highly consis-
tent: reward increases sharply in the first 20 steps,
likely reflecting the model learning to follow for-
mat constraints, and then enters a steadier phase
with minor fluctuations. This phase coincides with
a gradual recovery of response length after an initial
drop, suggesting that the model begins to exploit a
larger token budget in pursuit of higher rewards.
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Figure 5: Evolution of the average response length for
Qwen2.5-7B during RFT shows an initial drop followed
by gradual recovery across pPE approaches, whereas
the No PP baseline maintains a higher and more stable
response length throughout.

The No PP baseline, however, exhibits markedly
different dynamics. In reward progression, it fails
to reach the same level as pPE approaches, as it op-
timizes only for accuracy without benefiting from a
format reward. In response length, it shows consis-
tently longer outputs and a relatively steady trend
rather than the sharp dip-and-recovery pattern ob-
served in pPE approaches.

These results show that pPE affects not only final
model performance but also the training process
itself. Models trained with pPE share consistent
dynamics–rapid reward gains followed by stabi-
lization, along with a dip and recovery in response
length–whereas the No PP baseline follows a com-
pletely different trajectory, with lower rewards and
longer responses. This contrast highlights that the
inclusion of a prior prompt fundamentally shapes
how the model learns during RFT.

At the same time, other factors such as the train-
ing algorithm (Yu et al., 2025; Liu et al., 2025),
the base model family (Zeng et al., 2025a), and
hyperparameter choices remain important determi-
nants of training behavior. Finally, the divergence
between training dynamics and final benchmark re-
sults suggests that metrics like reward progression
and response length should not be relied upon as
predictors of final performance.

Average response length Table 2 reports the av-
erage response length, measured as the mean num-
ber of generated tokens during quantitative eval-
uation. We find that reasoning and null-example
utilization iPE approaches already elicit longer re-
sponses compared to the base model. After RFT,
average response length generally increases fur-
ther, though the No PP baseline produces by far the
longest responses across all benchmarks, despite
not achieving the strongest performance. In con-

31216



Model AIME AMC GPQA MATH Avg.

Qwen2.5-7B 1416.80 1352.54 534.29 841.74 1036.34

iPE
Think 2512.17 1367.69 534.29 804.85 1304.75
Plan 1662.57 644.90 534.29 540.98 845.69
Code 641.07 953.51 534.29 635.09 690.99
Knowledge 1406.30 1237.22 534.29 780.31 989.53
Examples 2274.17 1316.12 534.29 752.60 1219.30

RFT
No PP 2902.97 1543.40 982.79 850.33 1569.87

pPE
Think 2042.70 1024.96 476.86 612.10 1039.16
Plan 1685.17 1085.47 476.47 601.18 962.07
Code 1657.47 836.28 492.44 690.42 919.15
Knowledge 2015.57 1082.96 587.10 626.45 1078.02
Examples 1136.20 831.98 442.48 685.79 774.11

Table 2: Average response length, i.e., number of tokens,
of Qwen2.5-7B when prompted with different iPE or
RFT with different pPE approaches.

trast, pPE variants yield shorter and more varied
response lengths.

Interestingly, the null-example utilization pPE
approach achieves the highest overall performance
while producing some of the shortest responses on
average, making it the most efficient in terms of
test-time compute. By comparison, the reasoning
pPE approach also reduces response length relative
to its iPE counterpart while still delivering strong
performance gains.

These results indicate that different pPE ap-
proaches shape not only the performance but also
the efficiency of post-RFT models. In particular,
these results highlight pPE as a practical tool for
influencing the trade-off between model accuracy
and computational efficiency.

Four fundamental behaviors Figure 6 shows
the ratio of four fundamental cognitive behaviors
in responses from the quantitative evaluation, both
when prompted with iPE approaches and after RFT
with pPE approaches. We observe that backward
chaining is the most prominent behavior across all
models–regardless of whether iPE or pPE is used–
and is already present in the base model. Interest-
ingly, the base model with RFT without any prior
prompts displays even higher levels of backward
chaining, backtracking, and verifications than the
raw base, indicating that RFT with the math-only
dataset alone encourages more cognitive behaviors.

In general, iPE approaches increase the fre-
quency of backward chaining, while pPE ap-
proaches tend to reduce it, with the exception of the
planning approach. More broadly, pPE approaches
tend to decrease the overall presence of all four fun-
damental cognitive behaviors compared to iPE. Im-
portantly, the ratio of these behaviors does not cor-

relate well with final model performance. However,
these ratios remain useful for highlighting how fun-
damental cognitive behaviors shift post-RFT, and
for differentiating between pPE approaches based
on their behavioral profiles.

We speculate that this behavior classification
framework–originally developed to analyze reason-
ing models (Gandhi et al., 2025)–may not gener-
alize well to models trained with different pPE
paradigms, which may incentivize different forms
of fundamental behavior beyond those captured by
the current classification framework.

Five elicited behaviors Figure 7 shows changes
in the frequency of five elicited behaviors when
models are prompted or trained using iPE or
pPE approaches, relative to the base model under
zero-shot prompting. We observe that most iPE
approaches–with the exception of reasoning and
planning–elicit high levels of reasoning, planning,
and knowledge recall behaviors. In contrast, post-
RFT behavior patterns are more targeted: post-RFT
models tend to show their largest gains in the be-
havior aligned with the specific pPE approach they
were trained on, with the notable exception of the
null-example utilization approach. For instance,
the planning pPE yields the strongest increases in
planning, while the code pPE uniquely boosts code-
related behaviors–consistent with expectations.

The No PP baseline shows that RFT alone in-
creases reasoning, planning, and knowledge recall
behaviors relative to the zero-shot baseline. This
indicates that RFT with math-only datasets already
incentivizes models to exhibit these behaviors.

Finally, each pPE still induces a distinct distri-
bution across the five behaviors. Notably, the null-
example utilization pPE yields the fewest knowl-
edge recall instances, yet achieves the highest per-
formance gains on GPQA. Furthermore, it also
exhibits the lowest number of null-example behav-
ior instances–in contrast to its iPE counterpart and
to our expectations. This suggests that a pPE ap-
proach may not always result in the model exhibit-
ing the anticipated behavior. Instead, the model
may discover more effective behavior patterns dur-
ing RFT, independent of the specific pPE approach.

Qualitative behaviors We present qualitative ex-
amples of generated responses in Appendix F. We
observe that post-RFT models are generally able
to produce behaviors aligned with the pPE ap-
proaches. For example, the planning pPE approach
results in models that generate a numbered list
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recall, and null-example utilization–as observed when
behaviors are elicited through prompting with different
iPE approaches (left) and after RFT with different pPE
approaches (right).

of steps to solve the problem and then execute
them. The reasoning pPE approach leads to step-
by-step reasoning, while the knowledge recall pPE
approach elicits definitions and formulas relevant
to solving the task. Interestingly, the null-example
utilization pPE approach somewhat resembles the
behavior of the reasoning pPE model, despite its
differences in performance trends.

We also observe that Qwen2.5-7B tends to prefer
natural language reasoning over code-based reason-
ing during RFT. Specifically, under the code-based
reasoning pPE approach, the model frequently gen-
erates natural language reasoning, followed by a
statement such as:

<code>
# We don’t need to write any Python code
since the problem is solved analytically.
</code>

This stands in contrast to the code-specialized
model, which, as shown in the qualitative exam-
ples, relies more heavily on code generation as part
of its problem-solving process. These behavioral
differences among post-RFT models suggest that

RFT with different pPE approaches can be used
to steer models toward exhibiting distinct, desired
behaviors–similar to RLHF (Ouyang et al., 2022).
For instance, it is possible to train a plan-generating
model by applying RFT with a prior prompt that
elicits plan generation. However, for such a model
to be effective, the plan must not only be valid but
also executable in a way that achieves a high re-
ward. In this context, the reward signal serves as a
proxy for plan quality. We note that all qualitative
analyses presented here are preliminary and focus
on observed differences in behaviors. A deeper
analysis of the mechanisms by which pPE or RFT
influence the trained model’s behaviors is beyond
the scope of this work. We further discuss the
implications, extensions, and applications of pPE
for RFT in Appendix B, as well as limitations and
possible extensions in Limitations.

4.3 Generalization

Performance impact Table 3 shows the per-
formance of Qwen2.5-3B, LLaMA 3.1-8B, and
Qwen2.5-Coder-7B, which serve as representative
models for our generalization studies. Additional
accompanying results–including training dynam-
ics and behavior classification–are available in Ap-
pendix E. We observe that the reasoning pPE ap-
proach, i.e., <think>, is consistently robust across
model families and sizes. This is likely due to its
alignment with behavioral patterns already famil-
iar to models from prior fine-tuning on CoT-like
data (Chung et al., 2024). In contrast, smaller or
weaker model families show limited success with
non-reasoning pPE approaches, aligning with find-
ings from (Zeng et al., 2025a) that such models
benefit less from reasoning RFT.
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Model AIME AMC GPQA MATH HE+ Avg.

Qwen2.5 3B 13.33 24.10 9.60 49.40 62.80 31.85

iPE
Think 13.33 22.89 9.60 37.20 61.00 28.80
Plan 13.33 15.66 9.60 35.20 60.40 26.84

pPE
Think 10.00 12.05 11.11 28.40 61.00 24.51
Plan 0.00 0.00 7.07 0.00 59.10 13.23

Llama 3.1-8B 0.00 1.20 0.00 5.00 31.70 7.58

iPE
Think 3.33 3.61 0.00 8.00 31.70 9.33
Plan 6.67 4.82 0.00 6.80 31.70 10.00

pPE
Think 3.33 6.02 0.00 9.60 32.30 10.25
Plan 3.33 2.41 0.00 8.40 32.90 9.41

Qwen2.5-Coder-7B 6.67 15.66 25.25 27.60 81.10 31.26

iPE
Think 0.00 10.84 25.25 22.20 75.60 26.78
Code 3.33 10.84 25.25 12.00 78.00 25.88

pPE
Think 13.33 37.35 26.26 68.80 78.70 44.89
Code 13.33 18.07 34.85 26.80 75.00 33.61

Table 3: Benchmark accuracy (%) of Qwen2.5-3B,
Llama 3.1-8B, and Qwen2.5-Coder-7B when prompted
with different iPE or RFT with different pPE approaches
across five benchmarks. Bold indicates the best per-
formance per column under the same base model;
underlined indicates the second best per column under
the same base model.

Behavioral differences We also observe in-
stances of reward hacking when RFT is applied
with the planning pPE approach in Qwen2.5-3B
and LLaMA 3.1-8B. In these cases, the models
output only correctly formatted responses in order
to maximize the format reward, while neglecting
further exploration of the accuracy reward (see Fig-
ures 25 to 28). Another notable observation is that
the code-specialized Qwen2.5-Coder-7B model is
more effective at exhibiting code-based reasoning
behaviors–under both iPE and pPE–compared to
Qwen2.5-7B. This illustrates how different model
families can influence the behaviors exhibited after
RFT (Zeng et al., 2025a). Nevertheless, both rea-
soning and code-based reasoning pPE approaches
improve performance over the baseline, although
the reasoning pPE approach achieves the highest
performance. Still, pPE demonstrates measurable
success over iPE in steering model behavior post-
RFT, as illustrated in Figures 34 to 36. These
findings suggest that pPE generalizes reliably in
stronger, behaviorally aligned models, while less
capable models are more prone to reward hacking
or fail to internalize the intended behaviors.

5 Conclusions

This paper investigates the impact of pPE in the
context of RFT by evaluating five pPE approaches

inspired by iPE: reasoning, planning, code-based
reasoning, knowledge recall, and null-example uti-
lization. While these approaches often degrade
performance when applied only at inference time
(iPE), incorporating them during RFT (pPE) con-
sistently improves performance relative to the base
model. In particular, null-example utilization
proves more effective than the reasoning approach
for enhancing downstream task performance.

Beyond these performance impact, different pPE
approaches induce distinct behavioral patterns in
the fine-tuned models. For example, models trained
with the planning pPE approach tend to exhibit a
“plan-and-solve” behavior, i.e., generating a list of
steps before execution. Finally, we explore the gen-
eralization of pPE approaches across model sizes
and families. We hope this study will inspire fur-
ther research into the role of pPE in RFT, especially
given the extensive literature on iPE.

Limitations

Due to computational resource constraints, we
were unable to conduct experiments with larger
model sizes, larger datasets, or a higher number of
steps. As a result, the behavioral trends observed
in this study remain inconclusive for larger models
where emergent abilities (Wei et al., 2022a)–known
to appear only at scale–may lead to different out-
comes. While we believe many of our findings
will generalize across model sizes (as is often the
case in iPE studies), this assumption remains to
be validated. In contrast, smaller models may not
capture the complexity or expressiveness of their
larger counterparts due to their lower capacity and
the limited potential of pPE, similar to iPE.

Additionally, we fixed the training data domain
(mathematics), the reinforcement learning algo-
rithm (GRPO), and other experimental configura-
tions to isolate the effect of pPE approaches. Fu-
ture work should investigate how different domains,
RL algorithms, and reward schemes interact with
pPE. We conjecture that, as with iPE, once a model
demonstrates the ability to exhibit structured be-
haviors, those behaviors will generalize across ar-
chitectures and settings. However, further studies
are necessary to confirm this generalization in a
broader context of RFT.

Ethical Considerations

Prompting language models to elicit specific behav-
iors is inherently unpredictable due to their stochas-
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tic nature (Bengio et al., 2000). RFT, which aims to
amplify specific generation patterns for improved
performance, may also unintentionally reinforce
undesirable or unsafe behaviors–especially those
that were already latent in the pretrained model.

We strongly recommend integrating established
alignment techniques (Grattafiori et al., 2024; Bai
et al., 2022; Dai et al., 2024) and safety measures
(Zeng et al., 2025b; Inan et al., 2023), as prior stud-
ies (DeepSeek-AI et al., 2025; Seed et al., 2025)
have shown that such safeguards remain effective
even after RFT. As with iPE, models in dynamic or
open-ended environments are vulnerable to misuse.
For example, they may be exposed to malicious
prompts (Liu et al., 2024) or poisoned data (Zhao
et al., 2025) during RFT, leading to unexpected or
concerning behaviors.

Furthermore, the pPE framework proposed in
this study can be extended to alignment and safety-
focused training, similar to recent efforts in delib-
erative alignment (Guan et al., 2025). To mitigate
risks, we recommend safeguards such as prompt
auditing, robust reward design, safe rollout filter-
ing, and post-training alignment steps–especially
when applying RFT in safety-critical or user-facing
applications.
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A Related Work

A.1 Reinforcement Fine-Tuning (RFT)
Reinforcement learning (RL) has become a com-
mon post-training method for large language mod-
els (LLMs) (Kumar et al., 2025). One promi-
nent RL approach is reinforcement learning from
human feedback (RLHF) (Ouyang et al., 2022),
where a reward model–trained on human prefer-
ence comparisons–predicts scalar scores for model
outputs. This enables optimization of model be-
havior toward human-aligned responses, typically
using Proximal Policy Optimization (PPO) (Schul-
man et al., 2017).

A recent shift in RL for LLM post-training is the
introduction of reinforcement learning with verifi-
able rewards (RLVR), also known as reinforcement
fine-tuning (RFT). First introduced by OLMo et al.
(2025), RFT replaces the reward model with task-
specific, rule-based reward functions for domains
with verifiable answers such as mathematics, logic,
and code. This not only improves performance but
also eliminates the need to train a separate reward
model and maintain it during training.

RFT gained widespread attention following the
release of DeepSeek-R1-Zero (DeepSeek-AI et al.,
2025), which extends the RLVR paradigm by incor-
porating two key modifications: (1) replacing PPO
with Group Relative Policy Optimization (GRPO)
(Shao et al., 2024) to eliminate the need for a sep-
arate value model, reducing compute cost; and
(2) introducing a prior prompt to elicit reason-
ing behavior during training. While the former
has received significant attention, the latter–prior
prompt–remains largely understudied.

The core components of RFT include: (1) the RL
algorithm, (2) base language model, (3) training
dataset, (4) reward function, and (5) prior prompt.
Recent studies have explored improvements in RL
algorithms (e.g., Dr. GRPO (Liu et al., 2025),
DAPO (Yu et al., 2025), VAPO (Yue et al., 2025)),
base model effects (Zeng et al., 2025a; Gandhi
et al., 2025), and expanding verifiable tasks such as
logic (Xie et al., 2025), coding (Wei et al., 2025),
and function calling (Feng et al., 2025). However,
the role of prior prompts has received little atten-
tion. Aside from one study noting their effect on
training stability (Xie et al., 2025; Hu et al., 2025),
prompt design in RFT remains significantly under-
explored. Given the importance of prompting in
inference-time settings (iPE), we argue that pPE
deserves focused study as a core axis of RFT.

A.2 Inference-Time Prompt Engineering
(iPE)

iPE has seen rapid development since the intro-
duction of ChatGPT (Sahoo et al., 2025). iPE
refers to techniques for prompting LLMs to pro-
duce desirable outcomes. A prominent direction in
iPE is reasoning-centric prompting, with the semi-
nal work being chain-of-thought (CoT) prompting
(Wei et al., 2022b), which uses in-context examples
to demonstrate multi-step reasoning. This was later
extended by zero-shot CoT (Kojima et al., 2022)
prompting, where a simple phrase like “Let’s think
step by step.” is sufficient to elicit similar behavior
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from capable LLMs.
Since then, many variants have emerged to elicit

a range of intermediate reasoning patterns–beyond
just step-by-step reasoning. These include prompt-
ing for planning (Wang et al., 2023), code gener-
ation (Chen et al., 2023), knowledge recall (Liu
et al., 2022), and hallucination induction (Taveekit-
worachai et al., 2024).

We note a conceptual parallel between iPE and
pPE: both initially focused on reasoning, but iPE
has since broadened to include diverse useful be-
haviors (Sahoo et al., 2025). Motivated by this,
our study extends RFT by incorporating a range of
iPE-inspired prompting strategies as prior prompts.
We aim to investigate whether these paradigms,
when moved from inference to training time, yield
corresponding behavioral changes during RFT.

B Additional Discussions

B.1 Domain generalization

We observe that, although only mathematical prob-
lems is used during training, performance improve-
ments often extend to other domains–as seen in
GPQA and HE+ in Tables 1 and 3. This demon-
strates the robustness of the RFT approach in gen-
eral and suggests that RFT may function more as a
mechanism for discovering useful generation pat-
terns than for infusing the model with new knowl-
edge. We expect broader performance generaliza-
tion to emerge with more diverse training data, such
as by incorporating code or logic problems.

B.2 pPE for RFT

As demonstrated in this study, the importance of
pPE in RFT is analogous to the role of iPE for LMs.
Prompts play a critical role in conditioning the base
model’s generation, which in turn affects the trajec-
tories sampled during RFT–ultimately leading to
distinct post-training behaviors.

This also implies that properties known to affect
LMs during inference, such as sensitivity to prompt
wording (Kojima et al., 2022; Shanahan et al.,
2023), formatting (Sclar et al., 2024; Tang et al.,
2024), and prompt order (Taveekitworachai et al.,
2024; Min et al., 2022), can similarly influence
RFT outcomes. However, our results in Section 4.1
suggest that insights from iPE do not directly
translate to RFT–reinforcing the need for targeted
study of pPE. That said, the model’s instruction-
following capabilities can still be leveraged to in-
centivize distinct behavioral patterns through care-

fully designed prior prompts.

B.3 Beyond Reasoning Models
We discuss here several promising directions en-
abled by pPE, inspired by advances in iPE:

Not only think, plan, code, and recall knowl-
edge The reasoning trace itself can be an impor-
tant vehicle for interpretability and user trust (Wei
et al., 2022b). Given that we can elicit distinct
reasoning styles, we may tailor them to user prefer-
ences or application requirements. For instance,
an LLM could reason in a self-talk style using
<dialogues> tags, or imitate a specific style us-
ing few-shot demonstrations (Brown et al., 2020).

Recent work on chain-of-draft prompting (Xu
et al., 2025) shows that natural language constraints
can guide the model to produce shorter but still
effective reasoning traces. Such behavior can likely
be transferred into pPE settings, especially with
models that possess strong instruction-following
capabilities. The breadth of iPE research suggests
many additional styles–beyond those we studied
here–could be explored and reinforced via pPE.

Dynamic pPE As shown in Table 1, different
pPE approaches excel in different domains. Dy-
namically selecting the prior prompt based on the
task or question difficulty could further enhance
performance. This idea aligns with the test-time
scaling paradigm (Zhang et al., 2025), which advo-
cates allocating more resources to harder inputs.

Furthermore, prior prompts could become part
of the RL optimization process, akin to automatic
prompt search (Ramnath et al., 2025). While such
approaches increase system complexity, they offer
a path toward more adaptive and robust behaviors.

Structured thinking Instead of using a single
behavior tag (e.g., <think>), we may extend to
multi-tag structures (e.g., combining <plan> and
<code>) to guide the model through more struc-
tured multi-phase reasoning processes. This may
be especially beneficial in tasks requiring distinct
reasoning modes at different stages (e.g., planning
followed by execution).

Incentivizing behaviors through verifiable re-
wards Consider a model trained with the <plan>
prompt. During training, it learns to produce a use-
ful plan inside the <plan> tag before solving the
problem in <answer>. Because final task accuracy
is used as a reward, this implicitly incentivizes the
model to generate effective intermediate content.
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Thus, verifiable rewards can act as a surrogate sig-
nal for training behaviors–such as a planning or
coding–without direct supervised signals.

This logic extends to other prompts: if we stop
generation after </plan> or </code>, we can re-
purpose these models to act as plan generators or
code synthesizers. This strategy opens up a broader
class of behavioral specialization, where useful in-
termediate behaviors can be extracted and repur-
posed for downstream applications—all trained in-
directly via RFT.

C Prior Prompt Examples

In this section, we provide additional two examples
of prior prompts used in existing RFT studies to
elicit reasoning behavior during RFT. These are
Figures 8 and 9.

Logic-RL Prior Prompt

You are a helpful assistant. The assistant first thinks
about the reasoning process in the mind and then pro-
vides the user with the answer. The reasoning process
and answer are enclosed within <think> </think> and
<answer> </answer> tags, respectively, i.e., <think>
reasoning process here </think><answer> answer
here </answer>. Now the user asks you to solve a
logical reasoning problem. After thinking, when you
finally reach a conclusion, clearly state the identity
of each character within <answer> </answer> tags.
i.e., <answer> (1) Zoey is a knight, (2) ... </answer>.

Figure 8: The prompt used during RFT by Logic-RL
(Xie et al., 2025).

Open-Reasoner-Zero Prior Prompt

A conversation between User and Assistant. The user
asks a question, and the Assistant solves it. The as-
sistant first thinks about the reasoning process in
the mind and then provides the user with the an-
swer. The reasoning process and answer are enclosed
within <think> </think> and <answer> </answer>
tags, respectively, i.e., <think> reasoning process here
</think> <answer> answer here </answer>. User:
You must put your answer inside <answer> </an-
swer> tags, i.e., <answer> answer here </answer>.
And your final answer will be extracted automatically
by the \boxed{} tag.
{{user_prompt}}
Assistant: <think>

Figure 9: The prompt used during RFT by Open-
Reasoner-Zero (Hu et al., 2025).

D Additional Experimental Setup Details

This section provides additional implementation
details of our experimental setup, including prior
prompt templates in Appendix D.1, training scripts
in Appendix D.3, reward function design in
Appendix D.2, and evaluation details in Ap-
pendix D.4.

D.1 Prior Prompts
This section presents the full set of prior prompts
used in our experiments, as described in Sec-
tion 3. Each prompt was designed to elicit dif-
ferent behavioral styles from the model. These
prompts are: <think> (Figure 10, for step-by-
step reasoning), <plan> (Figure 11, for planning),
<code> (Figure 12, for reasoning through code),
<knowledge> (Figure 13, for recalling relevant
facts), and <examples> (Figure 14, for utilizing
null-examples).

Think Prompt

You are a helpful assistant. The assistant first thinks
about the reasoning process in the mind and then pro-
vides the user with the answer. The reasoning process
and answer are enclosed within <think></think> and
<answer></answer> tags, respectively, i.e., <think>
reasoning process here </think><answer> answer
here </answer>. Now the user asks you to solve
a mathematical reasoning problem. After thinking,
when you finally reach a conclusion, clearly state the
final answer in \boxed{} within <answer> </answer>
tags. You always answer mathematically and do not
state the choice.

Figure 10: The <think> prior prompt, inspired by chain-
of-thought (CoT) prompting (Wei et al., 2022b), encour-
ages the model to reason step by step before concluding
with an answer.

D.2 Reward Design
We design our reward function with two equally
weighted components: (1) an accuracy reward
and (2) a format reward. This setup follows the
approach introduced by Xie et al. (2025). While
some studies suggest the format reward may not
be necessary (Zeng et al., 2025a), we find that it is
crucial in our setting to ensure the model outputs
are well-structured.

• Accuracy: The accuracy reward is based on
the model’s predicted answer, extracted from
the content enclosed in \boxed{}. We use the
math-verify1 package (Apache License 2.0)

1https://github.com/huggingface/Math-Verify
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Plan Prompt

You are a helpful assistant. The assistant first plans
about the reasoning process in the mind and then
provides the user with the answer. The plan and
answer are enclosed within <plan></plan> and <an-
swer></answer> tags, respectively, i.e., <plan> de-
tailed plan here </plan><answer> answer here </an-
swer>. Now the user asks you to solve a mathemat-
ical reasoning problem. After planning, when you
finally reach a conclusion, clearly state the final an-
swer in \boxed{} within <answer> </answer> tags.
You always answer mathematically and do not state
the choice.

Figure 11: The <plan> prior prompt, based on plan-and-
solve prompting (Wang et al., 2023), asks the model to
explicitly lay out a plan before solving the problem.

Code Prompt

You are a helpful assistant. The assistant first writes
required code used to solve the problem and then
provides the user with the answer. The code and
answer are enclosed within <code></code> and <an-
swer></answer> tags, respectively, i.e., <code> de-
tailed code here </code><answer> answer here </an-
swer>. Now the user asks you to solve a mathematical
reasoning problem. After coding, when you finally
reach a conclusion, clearly state the final answer in
\boxed{} within <answer> </answer> tags. You al-
ways answer mathematically and do not state the
choice.

Figure 12: The <code> prior prompt encourages the
model to reason through code, inspired by program-of-
thought (PoT) prompting (Chen et al., 2023).

Knowledge Prompt

You are a helpful assistant. The assistant first re-
calls relevant knowledge used to solve the prob-
lem and then provides the user with the answer.
The knowledge and answer are enclosed within
<knowledge></knowledge> and <answer></answer>
tags, respectively, i.e., <knowledge> comprehensive
knowledge here </knowledge><answer> answer here
</answer>. Now the user asks you to solve a math-
ematical reasoning problem. After recalling knowl-
edge, when you finally reach a conclusion, clearly
state the final answer in \boxed{} within <answer>
</answer> tags. You always answer mathematically
and do not state the choice.

Figure 13: The <knowledge> prior prompt elicits fac-
tual recall relevant to the problem before beginning
reasoning, inspired by generated knowledge prompting
(Liu et al., 2022).

Examples Prompt

You are a helpful assistant. The assistant first
lists relevant examples used to solve the problem
and then provides the user with the answer. The
examples and answer are enclosed within <exam-
ples></examples> and <answer></answer> tags, re-
spectively, i.e., <examples> relevant examples here
</examples><answer> answer here </answer>. Now
the user asks you to solve a mathematical reasoning
problem. After listing examples, when you finally
reach a conclusion, clearly state the final answer in
\boxed{} within <answer> </answer> tags. You al-
ways answer mathematically and do not state the
choice.

Figure 14: The <examples> prior prompt draws on
null-shot prompting (Taveekitworachai et al., 2024) to
encourage the model to provide illustrative examples
before answering.

to check for mathematical equivalence with the
ground-truth answer. If the answer is equivalent,
the model receives a reward of 0.5; otherwise, it
receives 0.0.

• Format: We adopt a relaxed version of the for-
mat reward from the open-r12 (Apache License
2.0) implementation. The reward is given if the
response includes exactly one pair of the ex-
pected XML tags (e.g., <think>...</think>
followed by <answer>...</answer>), and the
content satisfies basic XML structure constraints,
even if the tags are not the only elements in the
string. This constraint discourages generation
of multiple or malformed tag pairs. If the re-
sponse satisfies these constraints, a reward of 0.5
is granted; otherwise, it receives 0.0.

The total reward is the sum of these two com-
ponents, yielding a final reward in the range [0, 1].
This balanced reward design helps incentivize both
correct and well-structured responses during RFT.

D.3 Training Setup and Hyperparameters
We use the training script illustrated in Figure 15
for training the models as described in Section 3.2.
All training runs use a single node equipped with
8xH100 GPUs. Across all experiments presented
in this paper, we utilized a total of 78 GPU-hours.

We note that both OpenRLHF and vLLM are
available under the Apache License 2.0. The
Qwen2.5-7B model used in our main experiments
is distributed under the Apache License 2.0. For
our generalization studies, the Qwen2.5-3B model

2https://github.com/huggingface/open-r1

31226

https://github.com/huggingface/open-r1


is distributed under the Qwen Research License,
the Llama 3.1-8B model under the Llama 3.1
Community License Agreement, and the Qwen2.5-
Coder-7B model under the Apache License 2.0. All
of these licenses permit use for research purposes.

OpenRLHF Training Script

python3 -m openrlhf.cli.train_ppo_ray \
--ref_num_nodes 1 \
--ref_num_gpus_per_node 8 \
--actor_num_nodes 1 \
--actor_num_gpus_per_node 8 \
--vllm_num_engines 8 \
--vllm_tensor_parallel_size 1 \
--colocate_all_models \
--vllm_enable_sleep \
--vllm_gpu_memory_utilization 0.5 \
--pretrain "Qwen/Qwen2.5-7B" \
--remote_rm_url "reward_function.py" \
--micro_train_batch_size 1 \
--train_batch_size 64 \
--micro_rollout_batch_size 8 \
--rollout_batch_size 64 \
--n_samples_per_prompt 8 \
--enable_prefix_caching \
--max_epochs 1 \
--prompt_max_len 1024 \
--max_samples 10000 \
--generate_max_len 4096 \
--init_kl_coef 1e-6 \
--gamma 1.0 \
--use_kl_loss \
--kl_estimator k3 \
--advantage_estimator group_norm \
--zero_stage 2 \
--bf16 \
--actor_learning_rate 5e-7 \
--prompt_data "user/stillv3" \
--prompt_split "train" \
--input_key "query" \
--label_key "answer" \
--apply_chat_template \
--normalize_reward \
--adam_offload \
--gradient_checkpointing \
--flash_attn \
--packing_samples

Figure 15: Training script using the OpenRLHF for
RFT. This script specifies the model, dataset, GRPO
algorithm, reward configuration, and other relevant hy-
perparameters.

D.4 Evaluation
In this section, we provide additional details on
quantitative and qualitative evaluation, mentioned
in Section 3.3.

D.4.1 Quantitative Analysis
We evaluate the performance of each trained model
using both in- and out-of-domain benchmarks. Dur-

ing evaluation, we consistently prepend the same
prior prompt used during training to elicit the
trained behaviors. We evaluate once with fixed
random seed using pass@1 accuracy. The bench-
marks are:

• Mathematical reasoning: AIME24 (Li et al.,
2024), AMC12 ’22–’23 (Li et al., 2024), and
MATH-500 (Hendrycks et al., 2021) are bench-
marks used for evaluating mathematical reason-
ing and serve as our primary in-domain evalua-
tions.

• Coding: HumanEval+ (base and extra) (Liu et al.,
2023) is used to evaluate general coding ability
and serves as an out-of-domain probe.

• Knowledge-based question answering: GPQA-
Diamond (Rein et al., 2024) evaluates factual
knowledge and complex reasoning. We include
it to assess whether math-centric training with
different prior prompts can elicit behaviors asso-
ciated with knowledge recall. While this ability
may appear unrelated to solving math problems,
it can be useful for recalling definitions, theo-
rems, or formulas relevant to a given problem.

Additional metadata of these evaluation bench-
marks, along with our training set, is available in
Table 4.

D.4.2 Qualitative Analysis
To investigate whether different pPE approaches
lead to distinct behavioral patterns after RFT, we
assess the following aspects:

Training dynamics and response length We an-
alyze whether different pPE approaches result in
distinct training dynamics across models. In addi-
tion, we compute the average number of tokens in
generated responses.

Four fundamental cognitive behaviors of rea-
soning models Gandhi et al. (2025) identify four
fundamental cognitive behaviors commonly exhib-
ited by reasoning models. These behaviors are con-
sidered core components of what makes a model
capable of reasoning: (1) Verification: Identifying
errors in intermediate results, (2) Backtracking:
Abandoning the current approach and trying alter-
natives, (3) Subgoal setting: Breaking problems
down into smaller, more manageable steps, and (4)
Backward chaining: Reasoning backward from
the expected answer to the given inputs.
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Dataset Task Split Count Answer Type License

Training dataset
STILLv3 (Chen et al., 2025) Math Train 29925 N/A N/A

Evaluation benchmark
AIME24 (Li et al., 2024) Math Test 30 Number N/A
AMC12 ’22–’23 (Li et al., 2024) Math Test 83 Number N/A
MATH-500 (Hendrycks et al., 2021) Math Test 500 Number MIT License
HumanEval+ (Liu et al., 2023) Code Test 164 Code Apache 2.0
GPQA-Diamond (Rein et al., 2024) QA Test 198 MC CC BY 4.0

Table 4: Overview of the training dataset and evaluation benchmarks. We note that all datasets are available for the
purposes used in this study.

Following their methodology, we use an LLM-
based classifier to detect the presence of each
behavior in model outputs. While the original
study used gpt-4o-mini, we employ a more recent
model, gpt-4.1-mini-2025-04-14, for classifica-
tion. Our goal is to compare the distribution of
these behaviors across models trained or prompted
using different iPE/pPE strategies. Prompts used
for classification are provided in Figures 16 to 19.

Verifications Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains any
answer-verification steps. An example of an
answer-verification step is: ’This sequence results
in 1, which is not equal to 22’ and ’Since 25 is not
equal to 22’ for explicit verification and ’Too high!’
or ’This works!’ for implicit verification. We want to
mark instances where the response explicitly checks
the current result.

If you find any answer-verification steps, please
count them and provide the count as between the tags
<count> </count>. If the response does not contain
any answer-verification steps, please provide a count
of 0 as <count>0</count>.

Figure 16: Prompt used to identify verification behavior–
explicit checking or validation of intermediate results–in
the model’s reasoning.

Five pPE-specific behaviors We further adapt
the same classification approach to evaluate

Backtracking Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains any
backtracking behavior, where the model realizes a
path won’t work and explicitly goes back to try a
different approach.

Count the number of distinct backtracking in-
stances and provide the count between the tags
<count> </count>. If the response does not contain
any backtracking behavior, please provide a count of
0 as <count>0</count>.

Figure 17: Classification prompt used to detect instances
of backtracking–when a model revises or abandons a
previous approach–in its reasoning trace.
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Subgoal Settings Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains any
backward-chaining behavior, where the model starts
from the target and works backwards to the initial
problem. An example of backward-chaining when
the target is 24 and the numbers are 12 and 2 is:
"Let’s work backwards from the target. 24/2 = 12.
So, 12*2=24." and if the target is 22 and the numbers
are 25 and 3 is: "Since the target is 22, and 22 + 3 =
25, ...".

Count the number of distinct backward-chaining
instances and provide the count between the tags
<count> </count>. If the response does not contain
any backward-chaining behavior, please provide a
count of 0 as <count>0</count>.

Figure 18: Prompt used to detect subgoal setting be-
havior, where the model breaks a problem into smaller,
intermediate steps.

Backward Chaining Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains any
explicit subgoal setting, where the model breaks
down the problem into smaller, intermediate goals.
An example of subgoal setting is: "First, I’ll try to
get close to target/2, then...".

Count the number of distinct subgoals set and
provide the count between the tags <count> </count>.
If the response does not contain any subgoal setting,
please provide a count of 0 as <count>0</count>.

Figure 19: Classification prompt used to identify back-
ward chaining–reasoning from the goal back to known
facts–within a model’s response.

whether the target behavior elicited by each pPE
(e.g., reasoning, planning, coding, knowledge re-
call, or example generation) is present in model
responses. This is treated as a binary classifica-
tion task, assessing the presence or absence of
the expected behavior per response. Classification
prompts are provided in Figures 20 to 24.

For all analyses, we exclude HumanEval+ due to
missing raw responses from the evaluation program.
We also omit a very small number of responses
(less than 0.05% of the total) due to response pars-
ing errors from gpt-4.1-mini-2025-04-14.

E Additional Results

This section presents additional results from the
generalization studies discussed in Section 4.3.
Training dynamics for the three language models
are provided in Appendix E.1. Results for the clas-
sification of the four fundamental behaviors and
the five elicited behavior categories are available in
Appendix E.2 and Appendix E.3, respectively. In
addition, we provide an alternative visualization of
performance across benchmarks from the main ex-
periments on Qwen2.5-7B, showing changes over
the baseline in Table 5.
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Think Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains inter-
nal step-by-step logical reasoning to reach a
conclusion. Look for clear sequences of deductive or
mathematical steps that reflect the assistant "thinking
through" the problem logically.

If you find any reasoning steps, please return
<result>YES</result>. If the response does not
contain any reasoning steps, please return <re-
sult>NO</result>.

Figure 20: Prompt used to classify whether the model is
exhibiting reasoning aligned with the <think> prompt
(step-by-step logical reasoning).

Plan Classification Prompt

ou are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response contains a structured
plan or approach for solving the problem before
executing calculations. Look for high-level steps,
strategies, or intentions stated clearly (e.g., "First I
will factor this... then I will check for...", "1. Conduct
a hypothesis testing.").

If you find any solution planning, please re-
turn <result>YES</result>. If the response does
not contain any solution planning, please return
<result>NO</result>.

Figure 21: Prompt used to identify whether the model
is engaging in explicit planning, consistent with the
<plan> prompting style.

Code Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response includes writ-
ten code (in any programming language) used
to compute or check the solution. Code may be
accompanied by brief comments or used directly to
reason.

If you find any code implementation, please
return <result>YES</result>. If the response does
not contain any code implementation, please return
<result>NO</result>.

Figure 22: Prompt used to determine whether code-
based reasoning patterns, encouraged by the <code>
prompt, are present in the model output.

Knowledge Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem
{problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response recalls relevant
facts, theorems, or concepts before solving the
problem. This includes definitions, properties,
or known formulas used to justify or support the
solution path.

If you find any background knowledge, please
return <result>YES</result>. If the response does
not contain any background knowledge, please return
<result>NO</result>.

Figure 23: Prompt used to detect knowledge-recall be-
havior, as in <knowledge> approach.
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Examples Classification Prompt

You are a helpful assistant that analyzes mathematical
reasoning.

Here is a response that a language model gen-
erated while trying to solve a the following problem
the goal of accurately answer the problem.

# Problem {problem}

The response the model used is the follow-
ing:

# Response
{completion}

Evaluate whether the response provides one
or more illustrative examples (worked out or
referenced) that help explain the problem or solution
process. These may be from simpler or analogous
problems used to derive or validate the answer.

If you find any example usage, please return
<result>YES</result>. If the response does not
contain any example usage, please return <re-
sult>NO</result>.

Figure 24: Prompt used to classify whether the model
is generating illustrative examples, as intended by the
<examples> prompting approach.

Model AIME AMC GPQA MATH HE+ Avg.

iPE
Think -3.33 -6.02 +0.00 +0.40 +2.40 -1.31
Plan -3.33 -7.23 +0.00 -4.40 +1.20 -2.75
Code +0.00 -10.84 +0.00 -4.20 -0.60 -3.13
Knowledge +6.67 -12.05 +0.00 +4.00 -0.60 -0.40
Examples +3.34 -4.82 +0.00 +1.20 -72.60 -14.58

RFT
No PP +13.34 +0.00 -3.03 +14.80 +1.20 +4.79

pPE
Think +6.67 +6.02 +4.04 +17.60 -2.50 +6.37
Plan +6.67 +7.23 +0.51 +14.00 -3.70 +4.94
Code +3.34 +9.64 +1.01 +10.60 +5.40 +6.00
Knowledge +3.34 +0.00 -2.52 +15.40 +0.60 +3.36
Examples +6.67 +6.02 +6.57 +15.60 +0.00 +6.97

Table 5: Absolute change in accuracy (green = gain,
red = drop) relative to the zero-shot Qwen2.5-7B base
model.

E.1 Training Dynamics and Average
Response Length
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Figure 25: Reward progression for Qwen2.5-3B during
RFT.
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Figure 26: Evolution of the average response length for
Qwen2.5-3B during RFT.
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Figure 27: Reward progression for Llama 3.1-8B during
RFT.

Figures 25 to 30 present the reward and response-
length dynamics during RFT for Qwen2.5-3B,
Llama 3.1-8B, and Qwen2.5-Coder-7B, respec-
tively.

Finally, Table 6 reports the average response
length, i.e., average number of tokens in responses
for the generalization experiments.

E.2 Four Fundamental Cognitive Behaviors

In this subsection, we present the results of four fun-
damental cognitive behavior classifications from
the generalization studies for Qwen2.5-3B, Llama
3.1-8B, and Qwen2.5-Coder-7B, shown in Fig-
ures 31 to 33, respectively.
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Figure 28: Evolution of the average response length for
Llama 3.1-8B during RFT.
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Figure 29: Reward progression for Qwen2.5-Coder-7B
during RFT.
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Figure 30: Evolution of the average response length for
Qwen2.5-Coder-7B during RFT.
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Figure 31: Ratio of the four fundamental cognitive
behaviors–backtracking, backward chaining, subgoal
setting, and verification–across different prompting
(iPE) and RFT (pPE) approaches with Qwen2.5-3B.

Model AIME AMC GPQA MATH Avg.

Qwen2.5 3B 1249.00 1297.70 455.85 981.93 996.12

iPE
Think 1764.63 1156.81 455.85 754.45 1032.94
Plan 1349.13 1270.47 455.85 631.23 926.67

pPE
Think 124.37 492.70 412.17 182.44 302.92
Plan 9.00 9.00 274.95 9.00 75.49

Llama 3.1-8B 8.03 11.25 N/A 128.93 49.40

iPE
Think 6122.33 4347.72 N/A 4177.73 4882.59
Plan 4562.97 5150.96 N/A 4452.76 4722.23

pPE
Think 22.70 23.23 N/A 25.84 23.92
Plan 21.10 20.37 N/A 53.94 31.80

Qwen2.5-Coder-7B 3856.83 2947.86 1510.95 3570.15 2971.45

iPE
Think 2601.03 748.31 1510.95 917.51 1444.45
Code 779.67 337.59 1510.95 265.43 723.41

pPE
Think 1850.67 1045.12 592.05 758.67 1061.63
Code 164.72 254.41 311.49 152.67 220.82

Table 6: Average response length, i.e., number of tokens,
of Qwen2.5-3B, Llama 3.1-8B, and Qwen2.5-Coder-7B
when prompted with different iPE or RFT with different
pPE approaches across four benchmarks.
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Figure 32: Ratio of the four fundamental cognitive
behaviors–backtracking, backward chaining, subgoal
setting, and verification–across different prompting
(iPE) and RFT (pPE) approaches with Llama 3.1-8B.

In addition, we provide detailed tables of the
exact behavior counts for the main experiment in
Table 7, previously visualized in Figure 6, and for
the generalization studies in Table 8, previously
visualized in Figures 31 to 33.

E.3 Five Elicited Behaviors

In this subsection, we present the results of five
elicited cognitive behavior classifications from the
generalization studies for Qwen2.5-3B, Llama 3.1-
8B, and Qwen2.5-Coder-7B, shown in Figures 34
to 36, respectively.

In addition, we provide detailed tables of the
exact behavior counts for the main experiment in
Table 9, previously visualized in Figure 7, and for
the generalization studies in Table 10, previously
visualized in Figures 34 to 36.
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Figure 33: Ratio of the four fundamental cognitive
behaviors–backtracking, backward chaining, subgoal
setting, and verification–across different prompting
(iPE) and RFT (pPE) approaches with Qwen2.5-Coder-
7B.

Model Backtrack. Back.Chain. Subgoal.Set. Veri.

Qwen2.5-7B 30 1707 9 195

iPE
Think 31 1542 15 201
Plan 60 2202 6 156
Code 66 2394 31 223
Knowledge 79 2794 56 274
Examples 114 3159 30 453

RFT
No PP 70 2195 23 336

pPE
Think 27 1354 16 150
Plan 32 2450 11 110
Code 42 1628 19 262
Knowledge 63 1180 14 148
Examples 46 1545 8 98

Table 7: Occurrence counts of the four fundamental cog-
nitive behaviors–backtracking (Backtrack.), backward
chaining (Back.Chain.), subgoal settings (Subgoal.Set.),
and verifications (Veri.)–in Qwen2.5-7B’s responses
under different iPE and pPE approaches. Counts are
obtained via the LM-based classification framework of
Gandhi et al. (2025). Bold marks the highest count and
underlined marks the lowest count per column.
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Figure 34: Behavior alignment heatmaps for Qwen2.5
3B: iPE on the left, RFT on the right.
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Figure 35: Behavior activation patterns for Llama 3.1
8B under iPE (left) and RFT (right).

Model Backtrack. Back.Chain. Subgoal.Set. Veri.

Qwen2.5-3B 37 1611 10 91

iPE
Think 13 646 5 125
Plan 16 1220 13 46

pPE
Think 6 604 12 42
Plan 0 78 0 6

Llama 3.1-8B 0 31 2 7

iPE
Think 1 18 4 5
Plan 1 14 6 0

pPE
Think 0 2 0 0
Plan 1 0 0 0

Qwen2.5-Coder-7B 25 908 7 644

iPE
Think 6 420 3 24
Code 6 959 17 53

pPE
Think 57 2172 21 313
Code 2 104 12 26

Table 8: Occurrence counts of the four fundamental cog-
nitive behaviors–backtracking (Backtrack.), backward
chaining (Back.Chain.), subgoal settings (Subgoal.Set.),
and verifications (Veri.)–in Qwen2.5-3B, Llama 3.1-8B,
and Qwen2.5-Coder-7B responses under different iPE
and pPE approaches. Counts are obtained via the LM-
based classification framework of Gandhi et al. (2025).
Bold marks the highest count and underlined marks the
lowest count per column under the same base model.
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Figure 36: Behavior heatmaps for Qwen2.5-Coder 7B:
iPE (left) vs. RFT (right).

Model Code Examples Knowledge Plan Think

Qwen2.5-7B 193 77 626 652 711

iPE
Think 31 55 635 622 716
Plan 38 51 616 733 659
Code 704 60 1002 1137 1130
Knowledge 88 112 1168 1155 1289
Examples 68 159 1112 1136 1304

RFT
No PP 16 75 708 716 780

pPE
Think 34 68 662 741 764
Plan 23 57 658 759 757
Code 602 58 640 688 739
Knowledge 14 61 720 722 760
Examples 21 57 632 704 746

Table 9: Occurrence counts of the five elicited
behaviors–code, examples, knowledge, plan, and think–
in Qwen2.5-7B’s responses under different iPE and
pPE approaches. Bold marks the highest count and
underlined marks the lowest count per column.
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Model Code Examples Knowledge Plan Think

Qwen2.5-3B 51 53 554 545 630

iPE
Think 3 27 535 513 532
Plan 0 15 491 650 423

pPE
Think 1 8 788 920 570
Plan 0 0 30 22 26

Llama 3.1-8B 0 8 71 9 36

iPE
Think 4 9 120 28 152
Plan 3 8 128 32 172

pPE
Think 0 1 4 2 5
Plan 0 0 3 1 3

Qwen2.5-Coder-7B 16 54 577 525 669

iPE
Think 0 18 355 299 382
Code 232 43 426 328 409

pPE
Think 0 103 1179 1247 1324
Code 1142 21 161 60 191

Table 10: Occurrence counts of the five elicited
behaviors–code, examples, knowledge, plan, and think–
in Qwen2.5-3B, Llama 3.1-8B, and Qwen2.5-Coder-
7B responses under different iPE and pPE approaches.
Bold indicates the best performance per column under
the same base model; underlined indicates the second
best per column under the same base model.

F Qualitative Examples

To illustrate the behavioral differences induced by
each pPE approach, we present qualitative outputs
from models trained with different prior prompts
in response to a shared math problem. Examples of
model responses for each pPE approach are shown
in Figures 38 to 42, using the shared prompt in
Figure 37.

Example Prompt

How many positive whole-number divisors does 196
have?

Figure 37: The shared prompt used to probe all models
in this qualitative comparison. The question requires
the model to determine the number of positive whole-
number divisors of 196.

G Declaration of AI Assistance

We utilized ChatGPT for grammatical checking
and LaTeX support of the content presented in this
study but did not use it for the initial draft of this
study. Cursor was utilized for trivial and boilerplate
code completion during data analysis. We declare
that all content presented and code utilized in this
study has been reviewed and edited by the authors.

Qwen2.5 7B RFT with Think

<think>
To determine the number of positive whole-number
divisors of 196, we first need to find its prime
factorization.

1. Start by dividing 196 by the smallest prime
number, which is 2:

196÷ 2 = 98

So, 196 = 2 x 98.

2. Next, divide 98 by 2:

98÷ 2 = 49

So, 196 = 2 x 2 x 49.

3. Now, 49 is not divisible by 2, so we move
to the next smallest prime number, which is 3.
However, 49 is not divisible by 3 either. The next
prime number is 5, and 49 is not divisible by 5. The
next prime number is 7:

49÷ 7 = 7

So, 196 = 2 x 2 x 7 x 7.

4. We can write this in exponential form:

196 = 22 × 72

To find the number of divisors, we use the
formula for the number of divisors based on the
prime factorization. If a number n has a prime
factorization of pe11 × pe22 × · · · × p

ek
k , then the

number of divisors D(n) is given by:

D(n) = (e1 + 1)(e2 + 1) · · · (ek + 1)

For 196, the exponents in the prime factoriza-
tion are 2 and 2. Therefore, the number of divisors is:

D(196) = (2 + 1)(2 + 1) = 3× 3 = 9

So, the number of positive whole-number di-
visors of 196 is 9.
</think>
<answer>
9

</answer>

Figure 38: Response from Qwen2.5 7B trained with the
<think> prior prompt. The model demonstrates step-
by-step reasoning throughout its solution.
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Qwen2.5 7B RFT with Plan

<plan>
1. Identify the prime factorization of 196.
2. Use the formula for finding the number of divisors
from the prime factorization.
</plan>

<answer>
To find the number of positive whole-number
divisors of 196, we first need to determine its prime
factorization.

1. Prime factorization of 196:
- 196 is even, so it is divisible by 2: 196÷ 2 = 98.
- 98 is also even, so it is divisible by 2: 98÷ 2 = 49.
- 49 is not even, but it is divisible by 7: 49÷ 7 = 7.
- 7 is a prime number.

So, the prime factorization of 196 is 22 × 72.

2. Using the formula for finding the number
of divisors from the prime factorization:
If a number n has a prime factorization of
pe11 × pe22 × . . .× p

ek
k , then the number of divisors

of n is given by (e1 + 1)(e2 + 1) . . . (ek + 1).

For 196, the exponents in the prime factoriza-
tion are 2 and 2. Therefore, the number of divisors is
(2 + 1)(2 + 1) = 3× 3 = 9.

Thus, the number of positive whole-number
divisors of 196 is 9 .
</answer>

Figure 39: Response from Qwen2.5 7B trained with the
<plan> prior prompt. The model outlines a structured
plan before proceeding to execution.

Qwen2.5 Coder 7B RFT with Code

<code>

divisors = []
number = 196

for i in range(1, number + 1):
if number \% i == 0:

divisors.append(i)

</code>
<answer>The number 196 has 9 positive whole-
number divisors.</answer>

Figure 40: Response from Qwen2.5-Coder 7B trained
with the <code> prior prompt. The model uses Python
code to assist in its reasoning process.

Qwen2.5 7B RFT with Knowledge

<knowledge>
To determine the number of positive whole-number
divisors of 196, we first need to find its prime
factorization. The prime factorization of a number is
the product of prime numbers that equals the original
number.

Let’s find the prime factorization of 196:
1. 196 is even, so it is divisible by 2:

196÷ 2 = 98

So, we have 196 = 2× 98.
2. 98 is also even, so it is divisible by 2:

98÷ 2 = 49

So, we have 196 = 2× 2× 49.
3. 49 is not even, but it is divisible by 7:

49÷ 7 = 7

So, we have 196 = 2× 2× 7× 7.
4. 7 is a prime number, so we stop here.

The prime factorization of 196 is 22 × 72.

To find the number of positive divisors, we
use the formula that involves adding 1 to each of
the exponents in the prime factorization and then
multiplying the results:

(2 + 1)(2 + 1) = 3× 3 = 9

Therefore, 196 has 9 positive whole-number
divisors.
</knowledge>
<answer>
9

</answer>

Figure 41: Response from Qwen2.5 7B trained with the
<knowledge> prior prompt. The model first recalls defi-
nitions and relevant facts before solving the problem.
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Qwen2.5 7B RFT with Examples

<examples>
To determine the number of positive whole-number divisors of 196,
we first need to find its prime factorization.

1. Start by dividing 196 by the smallest prime number, which is 2:

196 ÷ 2 = 98

So, 2 is a prime factor.

2. Divide 98 by 2 again:

98 ÷ 2 = 49

So, 2 is a prime factor again.

3. Now, 49 is not divisible by 2, so we move to the next
smallest prime number, which is 3. However, 49 is not divisible by
3 either. The next prime number is 5, but 49 is not divisible by 5.
The next prime number is 7:

49 ÷ 7 = 7

So, 7 is a prime factor.

4. Finally, 7 is a prime number itself, so we divide it by
7:

7 ÷ 7 = 1

So, 7 is a prime factor again.

Thus, the prime factorization of 196 is:

196 = 2
2 × 7

2

To find the number of positive whole-number divisors, we
use the formula for finding the number of divisors from the
prime factorization. If a number n has a prime factorization of
p
e1
1 × p

e2
2 × · · · × p

ek
k , then the number of positive divisors of

n is given by:

(e1 + 1)(e2 + 1) · · · (ek + 1)

For 196, the exponents in the prime factorization are 2 and
2. Therefore, the number of positive divisors is:

(2 + 1)(2 + 1) = 3 × 3 = 9

So, 196 has 9 positive whole-number divisors.
</examples>

<answer>
9

</answer>

Figure 42: Response from Qwen2.5 7B trained with
the <examples> prior prompt. The model introduces
illustrative examples to support its reasoning.
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