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Abstract

Recently, Test-Time Scaling (TTS) has gained
increasing attention for improving LLM rea-
soning performance at test time without retrain-
ing the model. A notable TTS technique is
Self-Consistency (SC), which generates mul-
tiple reasoning chains in parallel and selects
the final answer via majority voting. While ef-
fective, the order-of-magnitude computational
overhead limits its broad deployment. Prior at-
tempts to accelerate SC mainly rely on model-
based confidence scores or heuristics with lim-
ited empirical support. For the first time, we
theoretically and empirically analyze the inef-
ficiencies of SC and reveal actionable oppor-
tunities for improvement. Building on these
insights, we propose Slim-SC, a step-wise prun-
ing strategy that identifies and removes redun-
dant chains using inter-chain similarity at the
thought level. Experiments on three STEM
reasoning datasets and two recent LLM archi-
tectures show that Slim-SC reduces inference
latency and KVC usage by up to 45% and 26%,
respectively, with R1-Distill, while maintaining
or improving accuracy, thus offering a simple
yet efficient TTS alternative for SC.

1 Introduction

In recent years, advances in Large Language Mod-
els (LLMs) have mainly come from training-time
scaling, through more parameters, bigger datasets,
and more compute (Brown et al., 2020; Chowdh-
ery et al., 2023; OpenAl, 2023; Dubey et al., 2024;
DeepSeek-Al, 2025a). Such scale has unlocked
emergent reasoning abilities, e.g., through Chain-
of-Thought (CoT) prompting (Wei et al., 2023),
which prompts the LLM to generate intermediate
thinking steps to enhance answer accuracy. Build-
ing on this foundation, a new scaling paradigm
known as Test-Time Scaling (TTS) (Wang et al.,
2023; Snell et al., 2025; Brown et al., 2024; Muen-
nighoff et al., 2025) has gained traction, which
aims to further enhance reasoning performance by
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allocating additional computation at inference time,
without modifying the model’s parameters.

Current TTS methods can generally be divided
into two categories. Sequential scaling, such as
Least-to-Most prompting (Zhou et al., 2023), di-
rects later thinking steps based on earlier reasoning
results (Madaan et al., 2023; Khot et al., 2023).
While this can improve local coherence and reason-
ing depth, it is also vulnerable to error propagation.
Parallel scaling, such as Best-of-N (BoN) (Light-
man et al., 2024) and Self-Consistency (SC) (Wang
et al., 2023), takes a different route. They sample
many reasoning chains independently and aggre-
gate the final answer through a fusion mechanism.
These methods aim to increase diversity among
reasoning paths to improve the chance of reaching
a correct answer. However, the extra samples raise
non-trivial latency and cost (Fig. 1a).

Recent attempts to speed up parallel scaling
mainly focus on sampling fewer chains (Aggar-
wal et al., 2023; Li et al., 2024; Wang et al., 2025a;
Wan et al., 2025): they generate chains in batches,
perform an early vote, and stop if the batch already
agrees. This strategy shifts part of the computation
into a sequential loop, where each new batch must
wait for the previous vote, thereby cutting total
compute but often increasing end-to-end latency.
Moreover, our study shows that correct and incor-
rect chains often exhibit different patterns (Fig. 1c,
Fig. 2b). Early agreement inside any single batch,
therefore, does not guarantee accuracy improve-
ment for SC. Results in Tab. 1 confirm this and are
consistent with Li et al. (2024).

Some approaches maintain a fixed number of rea-
soning chains while selectively pruning each chain
as it unfolds. They typically rely on a pretrained re-
ward model to estimate confidence at intermediate
steps (Sun et al., 2024; Wang et al., 2025b). Oth-
ers adopt information-theoretic metrics, including
entropy trajectory (Guo, 2025), which monitors rea-
soning utility, and inter-chain distances (Zhou et al.,
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2025) to detect outlier chains. However, reward-
based pruning heavily depends on the accuracy of
the confidence estimation model, which may not
always be available. Meanwhile, pruning outliers
based on inter-chain distances can be unreliable, as
our study shows that correct and incorrect chains
each form distinct clusters (Fig. 2b).

To improve the efficiency of Self-Consistency
(SC) without compromising accuracy, we propose
Slim-SC, a step-wise pruning method that removes
reasoning chains based on inter-chain similarity at
the thought level. Our motivation study shows that
(1) scaling SC chains indeed increases the presence
of accurate answers in the candidate pool, but they
are often overwhelmed by a larger number of incor-
rect ones, leading to the wrong final answer and,
hence, lower accuracy (Fig. 2a); (2) chains that
lead to incorrect answers tend to be longer (Has-
sid et al., 2025), as compared to the ones leading
to correct answers, hence increasing the latency
of SC. Since chains with highly similar intermedi-
ate thoughts almost always converge to the same
final answer, pruning redundant chains before vot-
ing yields a triple benefit: lowering compute cost,
latency, and improving accuracy when incorrect
chains are abundant. Because correct and incor-
rect chains are well-separated, our similarity-based
pruning primarily eliminates redundancy within
each cluster, thereby preserving overall accuracy.

Driven by these insights, Slim-SC employs two
mechanisms: first, it introduces a warm-up de-
lay, ensuring meaningful pruning, since reasoning
chains typically start by problem restatement; sec-
ond, it applies a similarity-based pruning rule at
each thought to decide which chain to retain when
two chains become highly similar. We experimen-
tally evaluate both random selection and diversity-
based selection for this pruning rule. Extensive
experiments on three STEM reasoning datasets and
two recent LLM architectures confirm that Slim-
SC maintains or improves the accuracy of SC and
outperforms existing pruning methods. More im-
portantly, Slim-SC substantially reduces the latency
of SC (up to 45%), as well as the generated token
number (up to 34%), and KVC usage (up to 26%).
Slim-SC is thus a simple yet effective and broadly
compatible approach, suitable for integration into
various parallel scaling frameworks using SC or
similar methods (Li et al., 2024; Lightman et al.,
2024; Sun et al., 2024).

Our code is available at https://github.com/
hyscale-lab/slimsc.

2 Motivation

2.1 Self-Consistency

Given an input x with groundtruth y, an LLM 6
under CoT prompting generates a reasoning chain
c for z. SC enables test-time scaling by sampling
a set of IV independent reasoning paths Ry =
{e 3, tg- Py(c | x) and maps each reasoning
chain to an answer g; = g(¢;). The final prediction
7 is obtained by plurality voting (i.e., selecting the
most frequent answer):

N
Yy = argmaxz l[g)i = y}
vyoooi=1

SC improves accuracy only if correct chains occur
more often than incorrect chains in the candidate
pool. Let p, be the probability of generating the
correct answer y, and {py;_} be the probabilities

for each incorrect answer y§ SC is expected to
improve accuracy if the correct reasoning path has
a probabilistic advantage, i.e., p, > max; (pyg_).
Even when p, < 0.5, as long as p, exceeds every
Py’» increasing N will raise the probability that y
wins the plurality vote.

2.2 Motivation Study

To characterize the costs and benefits of standard
SC, we investigate its performance across various
datasets and models. We aim to quantify how
accuracy and computational cost scale with the
number of SC chains (/N). Furthermore, we an-
alyze the nature of these chains, particularly fo-
cusing on their completion lengths and semantic
similarity, to identify sources of inefficiency and
opportunities for optimization. Specifically, we ex-
amine the similarity patterns within and between
chains that lead to correct versus incorrect final
answers, referred to as correct and incorrect chains
respectively. For this characterization, we primar-
ily use AIME-2024, GPQA Diamond, and AQUA-RAT
datasets. The LLMs evaluated are Qwen-QwQ-
32B and DeepSeek-R1-Distill-Qwen-14B, which
we will shorthand as QwQ and R1-Distill for the
rest of the paper.

2.3 Problems with Scaling SC Chains

Diminishing returns and massive resource waste
in scaling SC chains. SC can substantially im-
prove reasoning accuracy over single-chain CoT.
However, this enhanced performance is accompa-
nied by a steep computational cost that accompa-
nies a more gradual accuracy gain as the number
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Figure 1: Problem with Self-Consistency. (a) and (b): Diminishing returns from scaling test-time computations.
Accuracy generally improves with more chains, but plateaus and diminishes in gains, especially for easier datasets
such as AQUA-RAT. (c¢) SC waits for all chains, including longer incorrect ones. (Appendix A.1 shows the distribution
of completion tokens for correct vs. incorrect chains on the AIME dataset. Appendix A.2 gives more examples.)
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Figure 2: Opportunities. (a) Many correct chains go unselected, suggesting substantial room for accuracy
improvement. (b) Correct and incorrect chains form separate clusters, with high internal similarity within cluster.

of chains increases. As observed in Fig. 1a, the
mean total completion tokens generated per ques-
tion scales linearly with the number of chains (V).
For instance, using R1-Distill on the AIME dataset,
increasing N from 2 to 64 results in a more than 30-
fold increase in token generation. While accuracy
generally improves with more chains (Fig. 1b), the
gains tend to plateau, especially for easier datasets
like AQUA-RAT, making the continued increase in
computational cost less justifiable.

Short correct chains have to wait for longer in-
correct chains. Standard SC requires generating
N complete reasoning paths before majority vot-
ing can occur. This wait-for-all strategy introduces
significant inefficiencies (Hassid et al., 2025). Fig.
1c exemplifies this with R1-Distill on an AIME Q24
problem (N = 64): a correct answer might be de-
rived from a short chain, yet the system must wait
for all chains, including potentially much longer
chains that yield incorrect answers (e.g., a chain
can be six times longer than the shortest correct
one). Such delays for unhelpful chains contribute
to substantial time and computational overhead.

2.4 Opportunities for Improvement

Correct chains can be outvoted by incorrect
ones. Even when a correct reasoning path is gen-
erated, majority voting can miss it. Fig. 2a (R1-
Distill on GPQA Diamond) shows a persistent gap
between the Correct Answer Present in Final Can-
didates (Ideal Accuracy) and the Correct Answer
Voted (Actual Accuracy). For N = 64, while the
correct answer is present in candidates 91.9% of
the time, it is only voted as the final answer 63.6%
of the time. This opportunity gap suggests that the
presence of noisy or unhelpful chains can mislead
the voting process. Thus, merely increasing the
number of chains is insufficient; improving the set
of effective candidate chains for voting is crucial.
Correct and incorrect chains are semantically
distant. Fig. 2b presents an analysis of the pair-
wise similarity of chains for R1-Distill on GPQA
Diamond with N = 64 (computation details in Ap-
pendix A.3, and more examples in Fig. 7). Key
observations:

¢ High Intra-Category Similarity: Both correct
and incorrect chains demonstrate strong internal
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similarity. For instance, at the 0.98 threshold, most
highly similar pairs are either ‘Correct—Correct’
(30%) or ‘Incorrect—Incorrect’ (45%), suggesting
that reasoning chains leading to the same outcome
tend to follow comparable trajectories.

¢ Low Cross-Category Similarity: Correct and
incorrect chains rarely overlap semantically. Only
25% of highly similar pairs are ‘Correct-Incorrect’,
indicating that the two groups form largely distinct
clusters in the representation space. As shown in
Fig. 7, this proportion is even smaller for both R1-
Distill and QwQ models on the AQuA dataset.

* Increasing Threshold Amplifies the Cluster-
ing of Incorrect Chains: Raising the similar-
ity threshold increases the proportion of similar
‘Incorrect-Incorrect’ pairs. For instance, at the
0.98 threshold, 45% of highly similar pairs are
‘Incorrect-Incorrect’, compared to only 30% that
are ‘Correct-Correct’. As illustrated in Fig. 7, this
effect is particularly pronounced for R1-Distill rel-
ative to QwQ. These results suggest that flawed
reasoning converges more consistently on simi-
lar (wrong) logic than valid reasoning does on the
same correct logic.

These patterns create an opportunity to prune redun-
dancy without harming diversity. The key insight
is that correct and incorrect chains are semantically
distant, so a high-similarity pruning strategy will
primarily remove chains within a category rather
than across categories. This means pruning is un-
likely to mistakenly remove a correct chain that
happens to be similar to an incorrect one. Instead,
the primary effect of pruning is removing redun-
dancy by eliminating chains that are very similar to
others, aiming to preserve a smaller, more diverse
set of unique reasoning paths for the final vote.
This opportunity directly targets the multiple in-
efficiencies of standard SC. The high resource cost
and diminishing returns of scaling N (Fig. 1a,b),
combined with the severe latency bottleneck of
the wait-for-all approach (Fig. 1c), underscore the
need for a smarter strategy than simply generating
more chains. By managing redundancy through
semantic pruning, we can create a method that si-
multaneously reduces computational waste and the
wait-for-all problem, and potentially improves the
quality of the final vote by preserving diversity.

3 The Thought-Pruning Method

Fig. 2b reveals that semantically similar intermedi-
ate thought pairs converge on identical outcomes:

similar correct chains lead to the same correct an-
swer, while similar incorrect chains lead to incor-
rect results. This redundancy suggests an oppor-
tunity for efficiency: by pruning chains that ex-
hibit highly similar thinking processes to others,
we can potentially reduce computational overhead
while preserving, or even enhancing, the diver-
sity of unique reasoning paths crucial for accurate
decision-making. Our goal is to maintain a com-
pact set of diverse chains, pruning away those that
offer little new information, particularly if those
similar chains might collectively reinforce an incor-
rect answer due to a lack of diverse perspectives.

3.1 The Pruning Delay Mechanism

A key consideration in our pruning strategy is
the warm-up phase of reasoning. CoT reasoning
often begins with common preliminary thinking
segments, such as restating the problem, defining
variables, or outlining a general approach. These
initial segments can appear highly similar across
chains even if their subsequent core reasoning
strategies diverge significantly. Consequently, ap-
plying similarity-based pruning too early might
prematurely eliminate chains that would later de-
velop unique and valuable reasoning paths. To mit-
igate this, we introduce a pruning delay: similarity
checks and pruning actions are deferred until chains
have progressed beyond a set number of generation
stepsl(e.g., num_steps_to_delay_pruning anal-
ysis intervals, such as 20, as implemented in our
system). This delay allows chains to sufficiently
develop their distinct approaches before being eval-
uated for similarity.

3.2 The Pruning Strategy and Algorithm

Once the pruning delay period has passed, our prun-
ing mechanism operates as follows: at each subse-
quent analysis interval, newly generated thoughts
(split by stop words like ’Alternatively’, >Wait’,
’Another’, etc.) are extracted from all active chains.
Each new thought from a chain ¢; is embedded
into a vector representation e;. This embedding e;
is then compared against the embeddings of pre-
viously generated thoughts from all other active
chains c; (j # 1) stored in an efficient search index
(FAISS) (Douze et al., 2024) using cosine similar-
ity. If the maximum similarity score between e; and

'In our experiments, we define each such step as an inter-
val of 3s. In each step, the system attempts to generate and
process thought segments (as defined by stop-word delimiters
in Section 4.2) from every currently active reasoning chain.
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any thought e; from a different chain c; exceeds a
predefined threshold Ty, i.€., sim(e;, €5) > Teim.,
then chains ¢; and ¢; are considered a similar pair.
One of these chains is then selected for pruning.
Based on Fig. 2b, which shows that highly similar
thoughts (e.g., similarity > 0.9) frequently lead to
the same final answer, we select 74;,,, > 0.9. This
high threshold ensures we primarily prune chains
that are semantically very close, minimizing the
risk of losing valuable, distinct reasoning paths.

Let C = {ci1,ca,...,cx} be the set of k ac-
tive reasoning chains. If a new thought from c;
is deemed highly similar to an existing thought in
cj, we employ one of the following strategies to
select which chain to prune:

* Random Pruning (P,,,4): Upon identifying a
similar pair (c;, ¢;), one chain is chosen uniformly
at random to be pruned. This strategy is simple and
provides a baseline for comparison. Formally, we
prune ¢, where x is selected randomly from {4, j}.

* Diversity-based Pruning (Py;,): This strategy
aims to retain the chain that exhibits greater inter-
nal diversity among its own thoughts. For each
chain ¢y, in the similar pair, we calculate its internal
diversity as the mean pairwise cosine similarity of
all thought embeddings within that chain, denoted

as Sinternal (Ck)

Sinternal (Ck) - (77119) Z

2/ 1<i<n<my,

sim(ew, ek,n)

(1
where (”5’“ ) is the number of distinct pairs of
thoughts, assuming my, > 2. A lower Siyternai(Cr)
indicates greater internal diversity (i.e., thoughts
within the chain are less similar to each other). If
Smternal(ci) > Sinternal(cj)’ ¢; is pruned (as it is
less internally diverse).

In all cases, a chain is only pruned if at least one
other active chain remains, ensuring the process
does not terminate prematurely.

The general procedure for Slim-SC with thought
pruning is described in Algorithm 1, with the chain
selection logic detailed in Algorithm 2.

4 Experimental Setup
4.1 Datasets and Models

‘We evaluate on three benchmarks: GPQA Diamond
(graduate-level STEM questions requiring complex
reasoning) (Rein et al., 2023), AIME-2024 (high-
difficulty math problems from a national competi-
tion) (AoPS, 2024), and AQUA-RAT (algebraic word

problems testing multi-step numerical reasoning)
(Ling et al., 2017). The models used in our exper-
iments are DeepSeek-R1-Distill-Qwen-14B (R1-
Distill) (DeepSeek-Al, 2025b) and Qwen-QwQ-
32B (QwQ) (Qwen Team, 2025). For standard
Self-Consistency (SC), we first search for the op-
timal number of chains (V) for each dataset and
model. The specific values of N used for each
configuration are detailed in Table 7. All pruning
baselines and our proposed Slim-SC are evaluated
in these optimal IV settings.

To measure semantic similarity between thought
segments, we first embed all textual outputs using
the all-mpnet-base-v22 Sentence Transformers
model (Sentence-Transformers Team, 2021). Sub-
sequently, we compute the cosine similarity be-
tween the resulting vector embeddings to obtain
pairwise similarity scores.

The embedding and FAISS-based similarity
search operations were handled on a separate GPU
as model inference to ensure proper isolation, but
can be run on the same GPU as model inference.
We estimate the computational overhead of these
operations to be minimal. The embedding model
occupies less than 2% of the GPU memory, and
the end-to-end latency from embedding and FAISS
search adds an estimated upper-bound delay of only
0.3%. This negligible cost is heavily outweighed
by the substantial latency reductions gained from
pruning.

4.2 Baseline Methods

We compare Slim-SC against the following estab-
lished baselines:

1. Chain-of-Thought (CoT) (Wei et al., 2023) :
This baseline uses standard CoT prompting with
greedy decoding, generating a single reasoning
path to produce the final answer.

2. Self-Consistency (SC) (Wang et al., 2023) : The
standard Self-Consistency sampling approach. SC
generates [V independent reasoning paths and uses
majority voting, which is our primary accuracy
baseline.

3. Early-Stopping Self-Consistency (ESC) (Li
et al., 2024) sequentially generates chains in
batches (windows) of W chains until it reaches
a consensus or until it generates the maximum N
chains (followed by majority voting). For a fair

2https://huggingface.co/sentence—transformers/
all-mpnet-base-v2

34504


https://huggingface.co/sentence-transformers/all-mpnet-base-v2
https://huggingface.co/sentence-transformers/all-mpnet-base-v2

comparison, we set N equal to the optimal val-
ues of SC and then search for optimal W for ESC.
More details are in the Appendix B.1.

4. Concise CoT with Self-Consistency (CCoT-
SC) (Renze and Guven, 2024) is a naive baseline
adding the instruction "Be concise." to the prompt
in the standard SC to shorten reasoning paths. It
serves as a straightforward prompting baseline to
improve SC efficiency, which mainly depends on
the LLMs’ instruction-following capability.

5 Results and Discussion

We first showcase the accuracy, resource efficiency,
and processing latency advantages of Slim-SC com-
pared to the baseline methods. We then demon-
strate the robustness of the approach with Random
Pruning (RP) and Diversity-based Pruning (DP)
and contrast our informed pruning strategy with
naive alternatives.

5.1 Performance Comparison with Baselines

We summarize all the experimental results for Slim-
SC and the baseline methods in Table 1. All re-
ported metrics are averaged over three independent
runs to ensure stability.
Slim-SC maintains or improves accuracy over
baselines. Across all models and datasets, Slim-SC
consistently achieves performance comparable to
or better than standard SC. With R1-Distill, Slim-
SC (RP) improves accuracy on GPQA Diamond
(+0.5 pp over SC) and matches SC on AIME-2024
(82.2%), while outperforming other efficiency-
focused baselines like ESC and CCoT-SC. A simi-
lar trend holds for QwQ-32B, where Slim-SC vari-
ants are highly competitive with SC and notably
outperform ESC on complex reasoning tasks (D1
and D2). We attribute Slim-SC’s strong perfor-
mance to its progressive pruning strategy, which,
as shown in Appendix A.4, enriches the candidate
pool with a higher proportion of correct chains by
selectively removing redundant, incorrect ones.
Slim-SC features a superior latency profile. As
shown in Table 1, with R1-Distill, Slim-SC (DP)
lowers the latency of SC by 45% on GPQA, 43%
on AIME, and 11% on AQuA. With QwQ-32B, Slim-
SC (DP) trims the latency on GPQA by 20%, on
AIME by 8%, and on AQuUA by 9%. Slim-SC (RP)
achieves comparable gains. Slim-SC provides a
clear advantage in inference speed while retaining
or improving accuracy.

In contrast, other efficiency-focused baselines
struggle with this trade-off. CCoT-SC provides

minimal speed-up, while ESC’s sequential design
creates a severe latency bottleneck. On R1-Distill,
ESC is over 2.9x slower than Slim-SC (DP) on
GPQA. This high latency translates to poor user-
facing response times and prolonged GPU occu-
pancy. Furthermore, ESC’s overly aggressive early
stopping can truncate exploring diverse reasoning
pathways prematurely, forming consensus toward
incorrect answers, as evidenced by its lower ac-
curacy on R1-Distill D3 (89.5%) compared to the
single-chain CoT baseline (89.8%).

Slim-SC effectively reduces token and memory-
time cost of SC. By terminating redundant chains
early, Slim-SC reduces the total number of gen-
erated tokens and mean KV Cache compared to
SC. For example, on the complex AIME task with
R1-Distill, Slim-SC (DP) slashes token usage by
32% compared to SC (418k vs. 618k) and reduces
the mean KV Cache by 10pp compared to SC (46%
vs. 56%). A similar trend of substantial token and
mean KV Cache reduction is observed across all
datasets and models. In many instances Slim-SC is
more efficient than CCoT-SC in these two metrics.
While Table 1 shows that ESC consistently gen-
erates the fewest tokens and has the lowest Mean
KV Cache, this raw efficiency comes at a severe
price. As analyzed in detail in Appendix A.5, Slim-
SC’s architecture results in a much lower overall
GPU-time cost. By completing tasks significantly
faster, it frees up valuable hardware resources far
more quickly than ESC’s slow, sequential process.
ESC’s token frugality is a direct consequence of
its aggressive early stopping, a mechanism that
not only incurs a debilitating latency penalty but
also introduces the risk of performance degrada-
tion, as previously discussed. Therefore, for practi-
cal deployment in high-throughput or time-billed
environments, Slim-SC’s approach offers a more
cost-effective and reliable use of computational re-
sources.

In summary, Slim-SC often matches or surpasses
SC in accuracy and outperforms efficiency-focused
baselines like ESC and CCoT-SC in most settings.
While ESC offers an alternative for extremely
token-constrained scenarios, Slim-SC provides a
more balanced and practical solution. It is the pre-
ferred method when low latency and high accuracy
are critical.

5.2 Robustness of Slim-SC

We test how Slim-SC is robust to the choice of
pruning rule, pruning delay, and similarity thresh-
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Methods Datasets & Metrics
D1 D2 D3 D1 D2 D3 D1 D2 D3 D1 D2 D3
Avg. Tokens Mean
Accuracy (%) Latency (s) (thousands) KVC usage (%)
R1-Distill
CoT 58.8+2.3 67.8+9.6 89.8+0.4 | 11243 172+18  38+2 7 10 2 2 2 1
SC 63.0+0.6 82.2+1.9 90.6+0.4 | 536+16 942420 61+3 | 421+5 618+4 18 | 47+2 56+2 4
ESC 62.0+0.8 81.1+1.9 89.5+0.5 | 876+17 1542+100 S1+1 | 262+3 392+22 5 10 13 1
CCoT-SC 60.4+1.5 80.0+£3.3 89.9+0.2 | 505+32 797+64 58+2 | 402+6  572+7 17 | 46+3 44115 3
Slim-SC (DP)| 62.5+1.1 82.2+1.9 90.8+0.2 | 296+84 536+167 54+2 | 278+67 418+107 1641 | 35+9 46+12 3
Slim-SC (RP)| 63.5+1.8 82.2+1.9 90.2 381+126 664+139 56+1 | 328+77 486+96 17 43 4948 3
QwQ-32B
CoT 64.4+3.7 76.7+3.3 90.6+0.4 | 157+12  300+41 59+1 8 13+1 3 2 3 1
SC 66.8+1.3 83.3 91.5+0.5 | 312+28 479+75 92+1 | 119+1 105 24+1| 16 1541 4
ESC 66.0+1.1 80.0 91.6+0.2 | 315420 574+17 9l+a | 26+2 47 +2 8 3 5 1
CCoT-SC 66.7+1.8 84.4+1.9 91.5+0.2 | 286+27 435+65 89+5 111 9942 22 15 15 3
Slim-SC (DP)| 64.6+1.5 84.4+1.9 91.5+0.2| 250+9 442419 84 95+6 104+2  20+1 | 1241 15 3
Slim-SC (RP)| 65.8+1.3 82.2+1.9 91.6+0.6 | 276+15 431+17 8422 | 109+£11 9746 2042 | 15+£1 14+1 3

Table 1: Accuracy, mean processing latency per question in seconds, mean number of completion tokens per
question, and mean Key-Value Cache usage per question for baselines and Slim-SC on three datasets.

Dataset legend: GPQA Diamond as D1, AIME-2024 as D2, AQuA-RAT as D3.

Result highlights: Slim-SC achieves the same or higher accuracy than all the baselines, except vs. SC with
QwQ-32B for GPQA. Slim-SC also delivers much lower latency for GPQA and AIME. Slim-SC uses fewer tokens

and memory compared to all methods, except ESC.

olds. The threshold values of Slim-SC for Table 1
are presented in Table 8 and Table 9.

5.2.1 Similarity Pruning Algorithms

Table 1, Slim-SC (RP) consistently delivers strong
and stable accuracy, making it a simple, effective,
and robust default strategy. Slim-SC (DP) offers
an alternative trade-off; it often yields lower to-
ken usage by operating at a slightly lower similar-

2 0 X m——— % ity threshold (see Fig. 3), which can be beneficial
S 4 - EE—— . . . .
= 7pe=""" in resource-constrained settings, sometimes at the
& 64 cost of a minor drop in accuracy.
5 %] — 2.2 Ablation S
< 4810 : : 5.2. blation Study
= 420 4 =@= GPOA Diversity ¢ To validate that Slim-SC’s performance stems from
n O GPQA Random - - . . f d . 1 . b d
£ & 360 | - amE Dwversiy o=z its informed, similarity-based strategy, we compare
é 2 300 AIME RANAOM. .| sem it against two naive pruning baselines:
£ 240 1 . .
< a0 Le——n———¢— - * Global Random Pruning: At each analysis step,
— 600 - _x one active chain is randomly selected from the en-
w - - . . . .
<. 500 1 _=== tire pool and pruned, without considering seman-
§ 400 1 Yo =mmm——- K tic content. This baseline tests whether deliberate
< 3007 e pruning is necessary.
200 L T — — T
0.92 0.95 0.98 * Least Similar Pruning: At each step, the pair

Similarity Threshold

Figure 3: Accuracy, mean completion tokens per ques-
tion, and processing latency of Slim-SC on R1-Distill
when varying the similarity threshold for the diversity
and random-based pruning methods in Slim-SC.

Random Selection is simple and effective while
Internal Diversity delivers token efficiency. Our
main experiments compare two selection heuristics
for pruning a similar pair: Random Pruning (RP)
and Diversity-based Pruning (DP). As shown in

of thoughts from different chains with the lowest
cosine similarity is identified. One of these two
chains is then randomly pruned, actively remov-
ing diversity. This baseline tests whether pruning
similar chains is indeed beneficial.

As shown in Table 2, both strategies lead to a signif-
icant degradation in accuracy compared to Slim-SC.
Least Similar Pruning is particularly harmful, with
its accuracy on AIME-2024 dropping to 74.4%-a
nearly 8pp loss compared to Slim-SC. This con-
firms that reasoning diversity is crucial for SC and
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Methods Datasets
D1 D2 D3
Accuracy (%)
CoT 64.4+37 76.7+3.3 90.6+0.4
SC 66.8+1.3 83.3 91.5+0.5
GlobalRP 64.1+1.3 77.841.9 91.2+06
LeastSimP 62.6+3.0 74.4+83 91.1+02
Slim-SC (DP)| 64.6+15 84.4+19 91.5+0.2
Slim-SC (RP)| 65.8+1.3 82.2+19 91.6+0.6

Table 2: Compared to Slim-SC, accuracy drastically
degrades when naive pruning strategies like Global Ran-
dom Pruning (GlobalRP) and Least Similar Pruning
(LeastSimP) are used, when running the three datasets
on QwQ-32B.

Dataset legend: GPQA Diamond as D1, AIME-2024
as D2, AQuA-RAT as D3.

that actively destroying it is detrimental. Global
Random Pruning, while less harmful, is still clearly
suboptimal as its unguided nature risks removing
valuable chains. This ablation provides strong ev-
idence that Slim-SC’s performance gains are di-
rectly attributable to its core principle: intelligently
targeting redundancy while preserving diversity.

5.3 Hyperparameter Sensitivity Analysis
5.3.1 The Similarity Threshold

=@- GPQA-Diamond

S 90 § AIME
3 75 - .
o
3 o——o—* . “‘\/.\0
S 60 .
<

45 4

0.86 089 092 095 098 025 10 20 30
Similarity Threshold Pruning Delay (Steps)

Figure 4: Accuracy remains stable for wide ranges of
similarity thresholds and pruning delays when tested
with R1-Distill. We choose the threshold of 0.98 and
delay of 20 steps as more optimal.

Performance is stable and robust at high simi-
larity thresholds.

As shown in Fig. 4 (left), accuracy remains high
and stable for 75;,, > 0.95, typically peaking at
Tsim = 0.98. This empirical finding is not arbi-
trary; it is directly explained by the underlying sim-
ilarity distributions of correct and incorrect chains,
as detailed in Section 2.4 and visualized in the ap-
pendix (Figure 7).

An analysis of these distribution plots reveals a

crucial pattern. While incorrect chains are consis-
tently more self-similar than correct ones across all
thresholds, this disparity is often most pronounced
around the 7y, = 0.98 mark. For instance, on
AIME-2024 with R1-Distill (Fig. 2b), the propor-
tion of incorrect-incorrect pairs among all similar
pairs is maximized near this threshold, while the
proportion of correct-correct pairs is minimized.
This indicates that 7g;,,, = 0.98 is often the sweet
spot where our pruning strategy is maximally effec-
tive at its intended goal: disproportionately remov-
ing redundant incorrect chains while preserving the
diversity among correct ones. This cleansing of
the candidate pool provides a strong mechanistic
justification for the peak in final accuracy observed
at this threshold.

This insight leads to our practical recommenda-
tion: a high, fixed threshold like 0.98 is not only a
safe and robust choice but is also grounded in the
observed clustering behavior of reasoning chains.
This allows practitioners to achieve optimal or near-
optimal performance without needing to perform
per-dataset tuning for this hyperparameter.

5.3.2 Pruning Delay

Accuracy is stable across delay steps, peaking
at a moderate delay of 20 steps. With each step
defined as an interval of 3s, Fig. 4 (right) demon-
strates the benefit of a pruning delay. While accu-
racy is relatively stable across various delay dura-
tions, it consistently peaks when the delay is set to
20 analysis steps for both GPQA-Diamond (63.5%)
and AIME-2024 (82.2%). This indicates that allow-
ing chains a moderate period of 20 steps to develop
their initial reasoning and diverge from one another
is optimal before the similarity checks and pruning
commence. This delay effectively preserves poten-
tially correct and unique reasoning paths that might
otherwise be pruned too early.

6 Related Work

6.1 Test-Time Scaling (TTS)

TTS refers to methods that enhance reasoning per-
formance by investing additional computation at
inference time, without modifying the model’s pa-
rameters (Zhang et al., 2025b). Existing TTS ap-
proaches can be categorized into sequential and
parallel scaling. Sequential scaling extends the
reasoning process by generating a series of inter-
mediate steps before providing the final answer, as
represented by Chain-of-Thought (CoT) prompting
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(Wei et al., 2023). The intermediate outputs can
be further refined using methods like Self-Refine
(Madaan et al., 2023) or s1 (Muennighoff et al.,
2025). However, the single-chain problem-solving
trajectory can be compromised by error propaga-
tion, i.e., mistakes made in early steps may mislead
subsequent reasoning.

Parallel scaling, by contrast, explores diverse rea-
soning paths simultaneously and selects the most
plausible final answer based on certain criteria.
Typical approaches include Best-of-N (BoN) sam-
pling (Lightman et al., 2024) and SC decoding
(Wang et al., 2023). Both methods generate so-
lutions in parallel, but differ in selection strategy:
BoN uses a pretrained reward model to score the
solutions based on its likelihood of yielding the
correct answer (Cobbe et al., 2021), whereas SC
relies on majority voting among the predicted an-
swers. Recent research explores latent reasoning
with SC (Xu et al., 2025b), further amplifying the
benefit of both explicit and implicit reasoning (Xu
et al., 2025a) at test time. In summary, parallel scal-
ing increases the chances of finding a correct so-
lution and circumvents the potential error aggrega-
tion in sequential scaling. While it often enhances
complex reasoning tasks, the effectiveness of TTS
often requires non-trivial computational cost.

Besides TTS, system support that explores elas-
tic inference scaling that right-sizes GPU cluster
resources can improve resource efficiency while
maintaining the accuracy (Fu et al., 2024; Zhong
et al., 2024; Zhang et al., 2025a).

6.2 Pruning Methods for Parallel Scaling

Parallel scaling typically requires generating N
full reasoning paths, each leading to a final answer.
When N is large enough, the performance gain can
match that of post-training approaches (Sun et al.,
2024). However, generating all the full paths is
computationally expensive, and many paths con-
tribute little to the final decision. To address this,
recent works focus on: 1) dynamically reducing NV;
and 2) halting low-quality paths early.

Instead of fixing the number of paths NV for all
questions, methods such as Adaptive-Consistency
(AC) (Aggarwal et al., 2023), Early-Stopping Self-
Consistency (ESC) (Li et al., 2024), Difficulty-
Adaptive Self-Consistency (DSC) (Wang et al.,
2025a), and Reasoning-Aware Self-Consistency
(RASC) (Wan et al., 2025) incrementally generate
reasoning paths in small batches until the answers
reach a consensus or a cap of N is met. Specifically,

ESC theoretically proves that this incremental sam-
pling strategy maintains accuracy to a high degree.
DSC measures question difficulty using an LLM
to degenerate SC to single-chain CoT (N = 1)
for easy questions. RASC introduced a nuanced
evaluation by incorporating both the answer consis-
tency and reasoning quality via a weighted voting
(similar to Taubenfeld et al., 2025). Additionally,
to accelerate finding the confident answer, Path-
Consistency (Zhu et al., 2025) reuses early rea-
soning steps from a confident path to guide the
generation of subsequent paths. While effective, all
these methods introduce latency due to sequential
sampling, trading time for memory efficiency.

Other approaches fix /V but halt the generation
of unpromising paths early based on certain met-
rics. Fast BoN (Sun et al., 2024) uses the confi-
dence scores from a reward model, whereas Self-
Truncation BoN (Wang et al., 2025b) introduces
an internal consistency metric that computes the
average squared distance between a path and all
others. It keeps generating for a fixed time window
c and then prunes low-consistency paths. A similar
strategy has also been recently applied in SC, i.e.,
Reasoning Pruning Perplexity Consistency (RPC)
(Zhou et al., 2025), which uses the model’s own
confidence to generate the correct answer, p(y|x),
after generating a reasoning step x. This paper
contributes to this line by proposing a new effi-
cient self-consistency method, Slim-SC, where we
simply prune the chains based on the similarity of
thoughts across the chains.

Conclusion

This work introduces Slim-SC, a step-wise thought
pruning method that improves the efficiency of SC
without sacrificing accuracy. Motivated by the ob-
servation that correct and incorrect chains form dis-
tinct clusters, Slim-SC prunes highly similar chains
to remove redundancy while preserving the diver-
sity of reasoning paths. Experiments show that
Slim-SC substantially lowers latency and KVC us-
age by up to 45% and 26%, respectively, while
offering a more robust accuracy-latency trade-
off than methods like ESC. Moreover, SIim-SC’s
similarity-based pruning outperforms naive prun-
ing, confirming that preserving reasoning diversity
is key to complex problem-solving. Finally, its sim-
ple Random Pruning (RP) variant makes Slim-SC
a practical tool for deploying LLMs in latency-
sensitive applications.
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Limitations

While Slim-SC demonstrates promise for improv-
ing SC-based efficiency, several limitations remain:
Metric Design: Slim-SC uses similarity patterns
to surface correct chains, but a more effective and
lightweight metric is needed to fully bridge the gap
between oracle and actual accuracy (Fig. 2a).
Pruning vs. Reuse: Our method prunes similar
chains outright. Future work could merge partial
reasoning segments or KV-cache states to improve
both accuracy and computational reuse.
Scalability: Evaluation should be extended to
larger models and more diverse datasets to assess
robustness and generalizability, as our study is cur-
rently limited to math reasoning with R1-Distill-
14B and QwQ-32B.
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A Analysis of Self-Consistency

A.1 Divergence in the Mean Completion
Tokens
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Figure 5: CDF of chains by completion tokens using
R1-Distill on AIME with N=16

Our analysis in Section 2.3 highlights that standard
SC often waits for long, incorrect chains. This
observation is further substantiated by examining
the distribution of completion tokens for correct
versus incorrect chains. Fig. 5 presents the Cumu-
lative Distribution Function (CDF) of completion
tokens for chains generated by R1-Distill on the
AIME dataset (with N = 16).
The CDF reveals a distinct divergence:

* Correct chains tend to be shorter. A signif-
icant proportion of correct chains complete
with fewer tokens. For instance, approxi-
mately 60% of correct chains are completed
within 7,500 tokens.

* Incorrect chains are generally longer. The
CDF for incorrect chains rises much more
slowly, indicating that a larger number of to-
kens is typically required before an incorrect
chain completes. Only about 20% of incorrect
chains are completed within 10,000 tokens,
whereas nearly 80% of correct chains have
finished by this point.

This divergence in completion token lengths, where
incorrect chains are frequently longer, reinforces

the inefficiency of the wait-for-all SC strategy. It
also supports the rationale behind pruning, as se-
lectively removing chains (especially those that
are both incorrect and lengthy, or highly similar to
other incorrect, lengthy chains as suggested by Fig.
2b) could save substantial computational resources
without necessarily compromising the chances of
finding a correct answer among the shorter, more
efficient correct chains. This observed difference
in token usage profiles further motivates strategies
like SIim-SC that aim to curtail the generation of
overly long or redundant paths.

A.2  Wait-for-all effect in SC

Fig. 6 demonstrates that the wait-for-all problem
is not only experienced at N = 64 as shown in Fig.
Ic, but experienced to an increasing degree as N
increases.

A.3 Categorizing similar chains

To produce the results in Fig. 2b, we begin with the
textual outputs from our SC (/N = 64) experiment
on R1-Distill using the GPQA Diamond dataset.
We then apply a modified version of Algorithm 1.
Specifically, we define a step as 100 tokens, based
on our experimental estimate of the average number
of tokens generated per step in the final setup. We
set Dgeeps = 20 and proceed with the algorithm,
except that instead of performing the pruning steps
(lines 19-23), we record all chain pairs that were
deemed similar and classify each pair based on
whether both chains were correct, both incorrect, or
one correct and one incorrect. We include similar
charts for the rest of the models and datasets at their
corresponding ideal NV (from Table 7) in Figure 7.

A.4 TImpact of Pruning on the Quality of the
Candidate Pool

Our core motivation, as discussed in Section 2.4, is
that incorrect reasoning chains tend to form denser
semantic clusters than correct ones. While Fig. 2b
illustrates this by showing the composition of simi-
lar pairs, it does not directly demonstrate that our
pruning method improves the quality of the final
candidate set used for voting.

To provide this direct evidence, we analyzed the
average proportion of correct chains remaining in
the candidate pool after pruning, compared to the
initial proportion in standard SC. The results are
presented in Table 3 and Table 4.

The results in these tables confirm our hypothe-
sis. Across both models, Slim-SC (RP) increases
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Figure 6: SC wait-for-all effect at other N's.
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Figure 7: Pairwise similarities using R1-Distill (left) and QwQ (right) across various datasets.

the proportion of correct chains in 5 out of 6 ex-
perimental settings compared to standard SC. This
provides strong, direct evidence that our similarity-
based pruning strategy is working as intended: it
preferentially removes redundant incorrect chains
more often than correct ones. This cleansing of the
candidate pool mechanistically explains why Slim-
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Method D1 D2 D3

SC 0.578 0.717 0.879
Slim-SC (DP) | 0.585 0.716 0.905
Slim-SC (RP) | 0.599 0.735 0.900

Table 3: R1-Distill-Qwen-14B: Average proportion of
correct chains in the final candidate pool.

Method D1 D2 D3

SC 0.637 0.775 0916
Slim-SC (DP) | 0.626 0.767 0.915
Slim-SC (RP) | 0.657 0.773 0.917

Table 4: QwQ-32B: Average proportion of correct
chains in the final candidate pool.

A.5 Understanding KV Cache Efficiency:
Peak vs. Duration

While Table 5 reports Mean Peak KV Cache usage,
this single metric can be misleading if not consid-
ered in the context of processing time. A more
holistic measure of resource cost is the GPU-time
product, which reflects the total duration a hard-
ware accelerator is occupied. For time-billed cloud
instances or high-throughput on-premise clusters,
minimizing the total time a GPU is reserved for a
single request is paramount for both cost-efficiency
and serving capacity.

As shown in Table 5, ESC achieves the lowest
Mean Peak KV Cache usage. However, its sequen-
tial nature leads to prolonged GPU occupancy, as
it processes small batches over a much longer dura-
tion (see Latency in Table 1). This results in a high
overall GPU-time cost.

In contrast, Fig. 8 illustrates the superior
resource-time profile of Slim-SC.

¢ Initial Peak: Slim-SC launches all chains in
parallel, causing its KV Cache usage to mo-
mentarily peak at a level similar to standard
SC. This initial ramp-up explains the high
Mean Peak values in the table.

* Rapid Decline: Critically, once the pruning
mechanism activates, the KV cache usage for
Slim-SC (orange line) rapidly plummets. The
resources are freed up much faster as redun-
dant chains are terminated.

Sustained Cost of Baselines: Standard SC
(blue line) exhibits sustained high KV Cache
usage for a much longer period until chains
naturally complete. ESC, while not plotted,

Methods Datasets
D1 D2 D3
Mean Peak KVCache (%)
R1-Distill
CoT 3 5 1
SC 86 94+2 8+2
ESC 21 28+1 2
CCoT-SC 84 81+15 6
Slim-SC (DP) 82 92+2 6
Slim-SC (RP) 85 93 6
QwQ-32B
CoT 3 5 1
SC 31 30+1 7
ESC 5 9 2
CCoT-SC 29 28 6
SIim-SC (DP)| 25+2 29+1 6
Slim-SC (RP)| 29+2 27+2 6

Table 5: Mean Peak Key-Value Cache usage per ques-
tion for baselines and Slim-SC on three datasets.
Dataset legend: GPQA Diamond as D1, AIME 2024
as D2, AQuA-RAT as D3.

would show a sawtooth pattern of smaller
peaks over an even longer timeframe, occupy-
ing the GPU for the entire extended latency
period.

Slim-SC’s strategy of utilizing higher memory
for a short burst is significantly more efficient in
terms of total GPU-time cost than ESC’s strategy
of using low memory over a prolonged period. By
finishing tasks faster, Slim-SC frees up valuable
GPU resources for subsequent requests, making
it a more practical and cost-effective solution for
real-world, latency-sensitive applications.

B Experimental Details

B.1 ESC Reproduction Details.

Following the original work’s setup for N4, = 40
(where they used W = 5, i.e., 8 windows), we aim
for a similar number of maximum windows. Thus,
we set W = max(2,[N/8]). The max(2,...)
ensures that W > 2 to avoid degenerating to simple
CoT when N is small. For instance, if N = 64,
W =8 If N =8, W = 2. The optimal setting
searched for ESC is presented in Table 6.

B.2 Prompt Templates

To ensure standardization, the following are
the templates for the prompts we used for the
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AQuA-R. CoT/SC (AIME-2024)

QwQ (right).
Model GPQA D. | AIME’ 24
R1-Distill 8 8 2
QwQ-32B 2 2 2

Table 6: The window size parameter searched for ESC.

Prompt:

Answer the following math problem.

The last line of your response should be
your integer answer within

boxed{{}}.

{question_text}

Put your final answer within

boxed{{}}

Think step by step before answering.

GPQA-Diamond, AIME-2024 and AQUA-RAT bench-

marks.
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CCoT (AIME-2024)

Prompt:

Answer the following math problem.

The last line of your response should be
your integer answer within

boxed{{}}.

{question_text}

Put your final answer within

boxed{{}}

Think step by step before answering. Be
concise.

CoT/SC (AQuA-RAT)

Prompt:

Answer the following multiple-choice ques-
tion. Think step-by-step to reach the solu-
tion. Conclude your response with a single
line containing the answer letter formatted
exactly as Answer: SLETTER’.

Question: {question_text}

Options: {options}

CCoT (AQuA-RAT)

Prompt:

Answer the following multiple-choice ques-
tion. Think step-by-step to reach the solu-
tion. Be concise. Conclude your response
with a single line containing the answer let-
ter formatted exactly as *Answer: $LET-
TER’.

Question: {question_text}

Options: {options}

CoT/SC (GPQA-Diamond)

Prompt:

Answer the following multiple-choice sci-
ence question. Think step-by-step to reach
the solution. Conclude your response with
a single line containing the answer letter
formatted exactly as *Answer: SLETTER’.
Question: {question_text}

Options: {options}

CCoT (GPQA-Diamond)

Prompt:

Answer the following multiple-choice sci-
ence question. Think step-by-step to reach
the solution. Be concise. Conclude your
response with a single line containing the
answer letter formatted exactly as *Answer:
$LETTER’.

Question: {question_text}

Options: {options}

B.3 Optimal N for standard SC

Model GPQAD. | AIME’24 | AQuA-R.
R1-Distill 64 64 8
QwQ-32B 16 8 8

Table 7: The optimal N searched for the baseline Self-
Consistency on each dataset and model.

B.4 Optimal thresholds for Slim-SC

Model GPQAD. | AIME’24 | AQuA-R.
R1-Distill 0.95 0.95 0.95
QwQ-32B 0.95 0.98 0.98

Table 8: The similarity threshold empirically chosen for

Slim-SC (DP).

Model GPQA D. | AIME’24 | AQuA-R.
R1-Distill 0.98 0.98 0.98
QwQ-32B 0.98 0.98 0.98

Table 9: The similarity threshold empirically chosen for

Slim-SC (RP).
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Algorithm 1 Slim-SC with Similarity Pruning

1:

11:
12:
13:
14:
15:
16:

18:
19:
20:
21:
22:
23:
24:
25:
26:
27:
28:
29:
30:
31:
32:
33:
34:
35:
36:
37:
38:
39:
40:
41:

R A A Sl

Input: Question @), Initial number of chains N, Similarity threshold 7s;,, Pruning strategy
Pstrategy € {Pranda Pdiv}v Pruning delay parameters Dthought57 Dsteps'
Output: Final voted answer A f;p,q;.
Initialize N chains C' = {cy, ..., ¢y} generating thoughts for Q.
Initialize empty thought embedding index Fjg4;.
Initialize empty set of completed thoughts T,,;; = ().
current_step < 0.
while any chain in C is active AND |C| > 1 do
current_step < current_step + 1.
Wait for new thought segments from active chains or analysis interval.
for each active chain ¢; € C' do
Extract newly generated thought t/,,¢,, from ¢;.
if th,,eq 1S not null then
enew < Embed(thpeqy ).
Add ey to ¢;’s internal list of thought embeddings.
num_thoughts; < count of thoughts in c;.
if current_step > Dgieps then > Pruning delay check
(Eneighbors Cneighbor) <— FindNearestNeighbor(Fiqy, €new, eXclude_chain = ¢;).
if Cpeighbor is not null AND Similarity(€pew, €neighbor) > Tsim then
Cprune < SelectChainToPrune(c;, Cpeighbor, Pstrategy) (Algorithm 2).
if |C| — |{chains marked for pruning}| > 1 then
Mark cprune as inactive.
Stop generation for ¢,ryne.
Remove embeddings of c,yne from Fig,.
continue to next chain or step.
end if
end if
end if
Add (epew, ¢i, num_thoughts;) to Fjq,.
end if
if c; completes generation or reasoning phase ends for c; then
Mark ¢; so it’s no longer checked for pruning but continues if not pruned.
end if
end for
if all remaining active chains have completed reasoning then
break > No more pruning possible
end if
end while
Wait for all remaining active chains in C' to complete generation.
Collect final answers from non-pruned, completed chains.
A tinal < Majority Vote(collected answers).
return Ay;,q).
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Algorithm 2 SelectChainToPrune(c,, ¢y, Pstrategy)

1: Input: Chains c,, ¢p; Pruning strategy Pgirategy-
2: Qutput: Chain selected for pruning.

3. if Pstrategy = Prana then

4: return Randomly chosen chain from {c,, ¢}

5: else if Pstrategy = Py then
6: Sinternal(Cq) <— CalculateInternalDiversityScore(c,).
7 Sinternal(cp) < CalculateInternalDiversityScore(cp).
8 if Sinternai(Ca) > Sinternat(cy) then > Higher score means less diverse
9: return c,.
10: else if Sinternal(cb) > Sinternal(ca) then
11: return cp.
12: else > Tie-breaking: internal diversity scores are equal.
13: num_thoughts, < count of thoughts in c,.
14: num_thoughts;, < count of thoughts in cp.
15: if num_thoughts, < num_thoughts, then > Heuristic: prune chain w/ fewer/eq thoughts.
16: return c,.
17: else
18: return c.
19: end if
20: end if
21: end if
22: procedure CALCULATEINTERNALDIVERSITYSCORE(c)
23: E. + list of thought embeddings for chain c.
24: if | E;| < 2 then return 0.0.
25: end if
26: sum_sim <— 0; pair_count <— 0.
27: fori < Oto |E.| —2do
28: for j < i+ 1to|E. —1do
29: sum_sim < sum_sim + Similarity(E.[i], E.[j]).
30: pair_count <— pair_count + 1.
31: end for
32: end for
33: return sum_sim/pair_count if pair_count > 0 else 0.0.

34: end procedure
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