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Abstract
The code generation capabilities of Large
Language Models (LLMs) have advanced ap-
plications like tool invocation and problem-
solving. However, improving performance in
code-related tasks remains challenging due to
limited training data that can be verified with
accurate test cases. While Direct Preference
Optimization (DPO) has shown promise, ex-
isting methods for generating test cases still
face limitations. In this paper, we propose a
novel approach that splits code snippets into
smaller, granular blocks, creating more diverse
DPO pairs from the same test cases. Ad-
ditionally, we introduce the Abstract Syntax
Tree (AST) splitting and curriculum training
method to enhance the DPO training. Our
approach demonstrates significant improve-
ments in code generation tasks, as validated
by experiments on benchmark datasets such
as HumanEval (+), MBPP (+), APPS, Live-
CodeBench, and BigCodeBench. Code and
data are available at https://github.com/
SenseLLM/StructureCoder.

1 Introduction

Large Language Models (LLMs) have signifi-
cantly enhanced applications like tool invocation
and mathematical problem-solving (OpenAI, 2023;
Touvron et al., 2023; Jiang et al., 2024; Yang et al.,
2024). To improve LLM performance, a com-
mon approach involves two stages: supervised fine-
tuning (SFT) and alignment. The alignment phase
is particularly effective, with Direct Preference Op-
timization (DPO) (Rafailov et al., 2023) gaining
popularity for its simplicity and effectiveness. DPO
has been successfully applied in fields like dia-
logue (Dubey et al., 2024), faithfulness (Bi et al.,
2024), and reasoning (Lai et al., 2024).

However, despite its success in several domains,
DPO has shown limited improvement in code gen-
eration tasks, and in some cases, its application
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may even be counterproductive (Xu et al., 2024).
This limitation may stem from the scarcity of train-
ing data containing test cases (Zhang et al., 2024a),
as seen in training sets like APPS (Hendrycks et al.,
2021), which include only 5,000 samples. To ad-
dress this, PLUM (Zhang et al., 2024a) and Cod-
eDPO (Zhang et al., 2024b) have proposed methods
for constructing test cases to expand the training
dataset for DPO. However, these approaches still
face criticism for their inability to fully guaran-
tee the accuracy of test samples, which limits the
achievable performance improvements.

To overcome these challenges, we propose a
novel approach that makes more efficient use of
the limited, high-quality data available. Inspired
by recent advancements in the mathematics do-
main (Lightman et al., 2024; Lu et al., 2024c,a;
Lai et al., 2024), we decompose code snippets into
smaller, more granular blocks. This allows for
the construction of more detailed and diverse DPO
pairs. By treating each block as a target for pre-
diction, the model can fine-tune on smaller code
segments, enabling more effective learning and po-
tentially improving performance in code genera-
tion tasks. Furthermore, this approach generates a
larger number of DPO pairs, making better use of
the available training set.

Building on these insights, we introduce a
novel method called StructureCoder, which fo-
cuses on maximizing the utility of limited train-
ing data. Specifically, we leverage the fill-in-the-
middle (FIM) approach (Bavarian et al., 2022), an
important capability of code LLMs for code com-
pletion, to generate fine-grained DPO pairs. By
using FIM, we can divide a code snippet into mul-
tiple blocks by Abstract Syntax Tree (AST), each
serving as a target, and then prompt the model to
generate the missing block. Test cases are used
to evaluate the correctness of the generated block,
thereby constructing accurate DPO pairs. Addition-
ally, we propose a curriculum training method that
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Dispreferred Code

01 def is_prime(n):
02    if n <= 1:
03        return False
04    if n <= 3:
05        return True
06    if n % 2 == 0 or n % 3 == 0:
07        return False
08    i = 5
09    while i * i <= n:
10        if n % i == 0 or n % (i + 2) == 0:
11           return False
12        i += 6
13    return True
14
15 def check_prime_area(x, y):
16 area = x * y - (x - y) * (x - y)
17 return "YES" if not is_prime(area) else "NO"

Preferred Code

01 def is_prime(n):
02    if n <= 1:
03        return False
04    if n <= 3:
05        return True
06    if n % 2 == 0 or n % 3 == 0:
07        return False
08    i = 5
09    while i * i <= n:
10        if n % i == 0 or n % (i + 2) == 0:
11           return False
12        i += 6
13    return True
14
15 def check_prime_area(x, y):
16 area = x * x - y * y
17 return "YES" if not is_prime(area) else "NO"

Figure 1: A preference pair case in the code generation field. The left is the correct response, and the right is the
incorrect response. The only difference between the two responses is in Line 16.

organizes the training set according to the depth
of the target block. This method progressively in-
creases training difficulty, leading to better perfor-
mance.

Our contributions can be summarized as follows:

• We propose the use of FIM to enhance DPO
for code LLMs, enabling the effective use of
limited training data with test cases.

• We introduce a method for generating accurate
FIM data through AST-based block segmenta-
tion, and a curriculum training strategy to or-
ganize the training set by target block depth,
leading to improved performance.

• We conduct extensive experiments on Hu-
manEval (+), MBPP (+), APPS, Live-
CodeBench, and BigCodeBench to demonstrate
the effectiveness of the proposed method in
code-related tasks.

2 Preliminaries

In this section, we introduce the fundamental com-
ponents of DPO and FIM, followed by an analysis
of the limitations of DPO in code generation tasks.

2.1 Direct Preference Optimization
DPO (Rafailov et al., 2023) offers a solution that
bypasses reward model training, instead directly
fine-tuning the LLM using preference pairs. The
DPO loss is defined as

LDPO(yw, yl, x) =

− log σ

(
β log

πθ(yw | x)
πref (yw | x) − β log

πθ(yl | x)
πref (yl | x)

)
,

where yw is the preferred response and yl is the
dispreferred response.

2.2 Fill-In-the-Middle (FIM)
When performing FIM (Bavarian et al., 2022) train-
ing, we swap the middle and the suffix segments.
Specifically, after splitting, it moves the suffix seg-
ment before the middle segment:

code→ (pre, mid, suf)→ (pre, suf, mid).

Then concatenate the three pieces using special
tokens as

<PRE> pre <SUF> suf <MID> mid <EOT>.

After that, we use the format to train a causal lan-
guage model and use the prefix and suffix segments
to predict the middle segment in the inference
stage.

2.3 Weakness of DPO
Prior work (Rafailov et al., 2024) demonstrates that
DPO can implicitly learn token-level reward func-
tions within the Markov Decision Process frame-
work of large language models. This enables DPO-
trained models to assign differentiated rewards to
individual tokens, effectively identifying those as-
sociated with factual inaccuracies while maintain-
ing consistent rewards elsewhere. However, accu-
rately capturing such fine-grained reward signals
requires substantial training data, as the quality and
scale of the dataset critically influence the learned
reward and the performance.
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This ability introduces two challenges for DPO
in the code field. On the one hand, there are limited
training sets containing test cases. On the other
hand, the preferred and dispreferred responses of-
ten share a similar structure, with only minimal dif-
ferences in detailed expression. This phenomenon
causes DPO to need a larger training data set to
learn token-level rewards. This is because when
constructing DPO training data, a model is used to
generate multiple responses, which are then evalu-
ated against test cases. This method often results
in correct responses and incorrect responses being
nearly identical, differing only in small details such
as a specific expression, an if-block, or a function.

To illustrate the consequences of this scenario,
we present an extreme example, as shown in Fig-
ure 1. In this case, we assume that only a single
segment differs between a correct response yw and
an incorrect response yl. These sequences are de-
fined as

yw = {pre,midw, suf},
yl = {pre,midl, suf}.

Here, the prefix is the same for both sequences, so
the loss for the prefix is zero. The DPO loss can
then be expressed as

L(yw, yl, x) = LDPO(midw|suf,midl|suf, x|pre),

where | denotes concatenation. Let xp = x|pre,
xw = x|pre|midw, and xl = x|pre|midl. The argu-
ment of the log sigmoid function in the loss can
then be separated into two components:

β log
πθ(midw | xp)
πref (midw | xp)

− β log
πθ(midl | xp)
πref (midl | xp)

,

β log
πθ(suf | xw)
πref (suf | xw)

− β log
πθ(suf | xl)
πref (suf | xl)

.

The first term corresponds to the loss for the middle
segment, which is the key component of the overall
loss. The second term, however, has a negative
impact, as it implies the model should not generate
the suffix based on xl. However, this is an issue be-
cause a prior error is unrelated to the rest segment.
For instance, as shown in Figure 1, even though
there’s an error in Line 16, the remaining function
should still be generated like this.

As demonstrated, it is inappropriate to calculate
the DPO loss on the suffix, as it leads to negative
rewards for correctly generated tokens. Unfortu-
nately, only a small fraction of the generated code

typically contains errors; the majority is correct.
This implies the need for a large dataset with test
cases to make up for the negative impact of the
DPO loss on the suffix.

3 Methodology

In Section 2, we analyze the impediments of DPO
with limited code training data. In this section,
we introduce a novel approach that effectively mit-
igates these weaknesses. Unlike previous meth-
ods (Zhang et al., 2024a,b), which focus on ex-
panding the training dataset, we emphasize opti-
mizing the utilization of the limited available data.
We begin by demonstrating how to leverage FIM
to avoid the detrimental part of DPO loss. Next,
we describe how to construct more accurate FIM
data. Finally, we provide an overview of the entire
training pipeline.

3.1 FIM Enhanced DPO
To alleviate the negative impact of the DPO loss
on the suffix part, we proposed to combine FIM
and DPO to enhance the code generation perfor-
mance. The FIM ability of code LLMs allows them
to generate the middle segment based on the prefix
and suffix segments, enabling us to control what is
included in the model response flexibly.

As shown in Figure 2, given a code training
case, which includes a code problem q, a refer-
ence solution c to solve the problem, and sev-
eral test cases t to test any generation, we first
select consequent snippets from the golden code
n times to construct the target snippets M =
{m1,m2, . . . ,mn}. This process also generate the
corresponding prefixes P = {p1, p2, . . . , pn} and
suffixes S = {s1, s2, . . . , sn}. Then we construct
the FIM prompt with the target snippets, prefixes,
and suffixes:

<PRE> Convert(q) pi <SUF> si <MID>, (1)

where “Convert” denotes a function converting the
text prompts into comments in the code. Then,
we task the code LLM to generate m gener-
ations for each prefix and suffix pair: G =

{g(1)1 , . . . , g
(m)
1 , . . . , g

(1)
n , . . . , g

(m)
n , } based on the

prompt. Finally, we concatenate the generation
with the corresponding prefix and suffix, e.g., p1 |
g
(1)
1 | s1, and use the test cases t to verify the

generation.
For each target snippet, we select a correct re-

sponse for each incorrect response, based on the
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<PRE>
# Please . . .
def is_prime(n):
   if n <= 1:
       return False
   if n <= 3:
       return True

assert check_prime_area (5, 5) == "YES"

assert check_prime_area (3, 2) == "NO"User: [Query]
Assistant:
[Prefix] [Generation 2] [Suffix]

Preferred Code

Dispreferred Code if n % 2 == 0:
return False

if n % 2 == 0 or n % 3 == 0:
return False

if n % 3 == 0:
return False

User: [Query]
Assistant:
[Prefix] [Generation 1] [Suffix]

<PRE> [Query] [Prefix]
<SUF> [Suffix]
<MID> [Generation 2] <EOT>

Preferred Code

Dispreferred Code

<PRE> [Query] [Prefix]
<SUF> [Suffix]
<MID> [Generation 3] <EOT>

Chat Format FIM Format

Middle Completions

Test Case

FIM PromptFIM Prompt

<PRE> [Query] [Prefix] <SUF> [Suffix] <MID>

ModelModel ModelShare Share

[Prefix]
[Generation 1]
[Suffix]

Completed Code 1

Generation 1

[Prefix]
[Generation 2]
[Suffix]

Completed Code 2

Generation 2

[Prefix]
[Generation 3]
[Suffix]

Completed Code 3

Generation 3

Test Case

<SUF>
i = 5

   while i * i <= n:
       if n % i == 0 or n % (i + 2) == 0:
          return False
       i += 6
   return True

def check_prime_area(x, y):
 area = x * x - y * y

return "YES" if not is_prime(area) else "NO”

<MID>

Figure 2: An overview of our FIM-style preference modeling process. A concrete example (right) illustrates the
task of completing an is_prime function, with correctness judged via downstream function tests.

minimum edit distance, to construct the preference
pair. Then we apply two prompt formats to fine-
tune the model. One is the FIM format:

<PRE> Convert(q) pi <SUF> si <MID> g
(j)
i .

(2)
Here, only g

(j)
i is regarded as the response and

included in the DPO loss. Another format is the
Chat format:

User: q. Assistant: pi g
(j)
i si. (3)

Also, only g
(j)
i is calculated in the DPO loss. This

format is designed to preserve the model’s chat ca-
pabilities. During training, we randomly choose
one of two formats for each sample by drawing
from a Bernoulli distribution with probability α,
which determines the proportion of samples using
each format. This strategy enables the model to
be fine-tuned on shorter code snippets, thereby im-
proving learning efficiency.

3.2 AST Enhanced FIM

As discussed in Section 2, errors in the middle
segment are independent of those in the suffix seg-
ment. Therefore, it is essential to select appropriate
consequent code snippets from the golden label.

def is_prime(n):
   if n <= 1:
       return False
   if n <= 3:
       return True

if n % 2 == 0 or n % 3 == 0:
return False

   i = 5
   while i * i <= n:
       if n % i == 0 or n % (i + 2) == 0:
          return False
       i += 6
   return True

def check_prime_area(x, y):
 area = x * x - y * y

return "YES" if not is_prime(area) else "NO"

If

If

If

If While

Func

Func

Figure 3: Illustration of our AST-based segmentation
strategy. This segmentation ensures each middle seg-
ment is syntactically and semantically coherent, en-
abling more effective FIM-based fine-tuning.

The ideal snippets should have the following char-
acteristics to ensure effective model learning and
improved performance:

• The selected code snippets should be distinct
blocks to maintain clear boundaries between
different functional units, ensuring that each
segment functions independently without rely-
ing on adjacent ones.

• The selected code snippets should encompass a
variety of code structures to enable the model
to learn a broad range of coding patterns.
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Inspired by previous work (Gong et al., 2024),
we parse a code into an Abstract Syntax Tree (AST).
As illustrated in Figure 3, we first parse the golden
label into an AST, then select several blocks as the
target code snippets. In this approach, we consider
only four node types in the AST: i.e., if block, for
block, while block, and function block.

By analyzing the AST, we can extract syntacti-
cally complete and functionally independent code
blocks, which reduces the risk of including partial
or entangled code, ensures that the middle seg-
ments are self-contained and coherent, and exposes
the model to a broader range of distinct structural
patterns. For instance, as shown in Figure 3, the
first three if blocks handle distinct conditions and
thus operate independently, focusing solely on their
respective logic and ignoring others. Additionally,
the four selected node types represent the core
building blocks of Python code, capturing a di-
verse range of structures commonly encountered in
Python programming.

3.3 Training and Discussion
To effectively leverage all the blocks selected
from AST, we propose a curriculum learning strat-
egy (Bengio et al., 2009) that orders the training
data based on the length of code snippets. The
goal is to enable the model to first focus on master-
ing token-level rewards for shorter, simpler code
snippets before gradually progressing to longer,
more complex ones, and finally the whole codes.
This strategy leverages the inherent structure of
code, where shorter snippets tend to contain sim-
pler constructs and fewer dependencies, making
them easier to learn at the token level.

Specifically, we first sort the training samples by
the number of lines in the corresponding code snip-
pets. During the initial training stages, the model
is fine-tuned on shorter code snippets, which typ-
ically have fewer tokens and simpler logic. This
allows the model to learn the fundamental code
patterns without being overwhelmed by the com-
plexity of longer code blocks. As the training pro-
cedure, we progressively introduce longer snippets,
which feature more intricate logic, dependencies,
and structures.

In summary, the training begins by selecting tar-
get code snippets by AST segmentation from the
golden code, using FIM to generate middle seg-
ments based on the prefix and suffix. Then the
training data is ordered by code snippet length, with
the model first learning from shorter, simpler code

and progressively moving to longer, more complex
snippets, ensuring a structured and efficient learn-
ing process. Finally, we fine-tune the code LLMs
with the sorted training data and randomly select
the prompt format (FIM format or chat format) by
drawing from a Bernoulli distribution with proba-
bility α in each training step.

4 Experiments

In this section, we construct extensive experiments
to demonstrate the effectiveness of the proposed
method and analyze the proposed method.

4.1 Experimental Setup

Training Dataset. Our training dataset is the
APPS training set (Hendrycks et al., 2021), which
is collected from different open-access coding web-
sites such as Codeforces, Kattis, and more. The
training set includes 5,000 samples and each sam-
ple contains a query, several golden labels, and
several test cases.

Test Dataset. We evaluate our method on Hu-
manEval (Chen et al., 2021) and MBPP (Austin
et al., 2021), two of the most widely used bench-
marks for code generation. Considering the insuffi-
ciency of test cases in these benchmarks, Liu et al.
(2023) proposed HumanEval+ and MBPP+, which
contain 80×/35× more tests. We also evaluate our
method on APPS (Hendrycks et al., 2021) and Live-
CodeBench (Jain et al., 2024), two datasets with
more difficult code problems. In addition, we eval-
uate our method on BigCodeBench (Zhuo et al.,
2024), which challenged LLMs to invoke multiple
function calls as tools.

Implementation Details. We test our methods
on Qwen2.5-Coder-Instruct 1.5B/3B/7B (Hui et al.,
2024). We first use Black1 to format all golden
labels in the training set, and then use AST2 to
parse the formatted code and extract all desired
blocks, i.e., if block, for block, while block, func-
tion block. Then we use the code LLMs to generate
5 responses based on the FIM prompt, with top_p
= 0.95 and temperature = 0.7. After that, we use
the test cases to evaluate the generated responses
and select one preferred response and one dispre-
ferred response (if there is no correct generation or
no incorrect generation, we will discard this case).
For training, we fine-tune all models for 3 epochs.

1https://github.com/psf/black
2https://docs.python.org/3/library/ast.html
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Method
HumanEval MBPP

APPS LiveCodeBench
BigCodeBench

Base Plus Base Plus Full Hard

Closed-Source Models

Claude-3.5-Sonnet 92.1 86.0 91.0 74.6 - 37.1 45.3 23.6
GPT-4o 92.1 86.0 86.8 72.5 - 33.0 50.1 25.0
o1-mini 97.6 90.2 93.9 78.3 - 54.1 46.3 23.0
o1-preview 95.1 88.4 93.4 77.8 - 42.5 49.3 27.7

Open-Source Models

DS-Coder-1.3B 65.9 60.4 65.3 54.8 5.7 4.1 22.8 3.4
Qwen2.5-Coder-1.5B 70.7 66.5 69.2 59.4 7.7 6.7 25.2 4.1

w/ DPO 74.4 69.5 73.5 63.8 9.3 7.8 28.6 6.8
w/ KTO 74.4 70.1 74.1 62.4 9.4 9.4 28.0 7.4
w/ Focused-DPO 72.6 68.3 72.8 62.7 9.2 9.1 29.2 7.4
w/ StructureCoder 75.6‡ 71.3‡ 75.7∗†‡ 64.8∗†‡ 9.9∗†‡ 10.8∗‡ 29.2∗† 8.1∗‡

Qwen2.5-Coder-3B 84.1 80.5 73.6 62.4 10.9 10.4 35.8 14.2
w/ DPO 84.8 80.5 75.4 64.0 12.7 10.8 37.4 12.8
w/ KTO 81.1 77.4 73.3 63.0 12.4 10.8 36.6 11.5
w/ Focused-DPO 86.0 81.1 75.7 64.3 13.9 10.8 37.9 14.5
w/ StructureCoder 86.0∗† 82.3∗† 75.7∗† 64.6∗†‡ 13.9∗† 13.4∗†‡ 38.4∗†‡ 16.9∗†‡

CodeLlama-7B 40.9 33.5 54.0 44.4 4.3 7.1 21.9 3.4
DS-Coder-6.7B 74.4 71.3 74.9 65.6 8.5 10.4 35.5 10.1
Qwen2.5-Coder-7B 88.4 84.1 83.5 71.7 16.2 16.8 41.0 18.2

w/ DPO 88.4 84.1 83.1 71.4 19.8 17.5 41.8 19.1
w/ KTO 89.0 84.1 85.4 72.5 19.0 16.9 41.0 18.2
w/ Focused-DPO 89.0 84.8 85.4 72.5 20.0 17.9 41.1 18.2
w/ StructureCoder 90.9∗†‡ 87.2∗†‡ 85.7∗ 74.3∗† 20.1∗† 18.3∗†‡ 41.8† 19.6∗†‡

Table 1: Pass@1 accuracy on HumanEval (+), MBPP (+), APPS, LiveCodeBench (July 2024 - January 2025),
and BigCodeBench. The best results of each base are in bold, and results unavailable are left blank. The results
re-evaluated on our end are marked with an underline. ∗, †, and ‡ denote that our method significantly outperforms
DPO, KTO, and Focused-DPO at the level of 0.05, respectively. Note that all results of the LiveCodeBench have
been re-evaluated due to the dataset update. We also report the re-evaluated results of the BigCodeBench of
Qwen2.5-Coder-1.5B-Inst because the reproduced results differed significantly from the original paper.

We employ an RMSProp optimizer (Graves, 2013)
with a learning rate of 1e-6, a 0.05 warm-up ra-
tio, and a cosine scheduler. We set the batch size
as 128 and the max sequence length as 2048. We
set the hyperparameter α = 0.5. To efficiently
train the computationally intensive models, we si-
multaneously employ VLLM (Kwon et al., 2023),
DeepSpeed (Rajbhandari et al., 2020) and Flash
Attention (Dao, 2023). On 8 NVIDIA A800 80GB
GPUs, the experiments on 1.5B, 3B, and 7B models
take 8 hours, 10 hours, and 16 hours, respectively.

4.2 Evaluation

Baseline. We employ DPO (Rafailov et al.,
2023), KTO (Ethayarajh et al., 2024), and Focused-

DPO (Zhang et al., 2025) as our baseline. For the
DPO and KTO, we use the chat format to generate
5 responses for each problem. For Focused-DPO,
we follow the paper to generate 10 responses and
select the 5000 samples with the longest common
prefix and suffix. The other pipeline and hyperpa-
rameters are the same as the implementation details
of StructureCoder.

Results. Table 1 shows the pass@1 accuracy of
different models on HumanEval, MBPP, APPS,
LiveCodeBench, and BigCodeBench. Based on the
results, we have the following findings:

(1) The proposed StructureCoder consistently
outperforms standard DPO and KTO across all
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Method
HumanEval MBPP

APPS LiveCodeBench
BigCodeBench

Base Plus Base Plus Full Hard

StructureCoder 75.6 71.3 75.7 64.8 9.9 10.8 29.2 8.1

w/ DPO 74.4 69.5 73.5 63.8 9.3 7.8 28.6 6.8
w/ DPO (Data Equal) 66.5 59.8 71.4 59.0 2.0 4.1 25.9 6.1

w/o AST 75.0 69.5 74.1 62.4 9.9 9.7 28.8 3.4
w/o Curriculum 78.7 73.2 73.8 64.3 9.8 9.0 28.3 7.4
w/ α = 0 75.0 70.7 74.1 62.4 9.6 8.6 28.7 8.1
w/ α = 1 78.7 72.0 74.1 64.0 9.6 9.7 29.1 8.1

w/ suf loss 77.4 70.7 75.4 64.6 9.8 8.2 29.0 7.4
w/ pre & suf loss 76.2 70.7 74.9 64.6 9.7 8.1 29.1 7.4
w/o suf 73.2 69.5 75.1 62.4 9.8 9.7 29.1 8.1

Table 2: Ablation results based on Qwen2.5-Coder-1.5B-Instruct. The score is Pass@1 accuracy.

models on a variety of code-related tasks. Specifi-
cally, for Qwen2.5-Coder-1.5B-Instruct, Structure-
Coder surpasses DPO by an average of 1.5 points
across all test sets. Similarly, for Qwen2.5-Coder-
3B-Instruct and Qwen2.5-Coder-7B-Instruct, Struc-
tureCoder outperforms DPO by an average of 1.6
points across all test sets. The similar increase in
different sizes demonstrates the effectiveness of the
proposed method.

(2) The proposed StructureCoder shows a more
significant improvement over DPO on most test
sets compared to the APPS test set. For Qwen2.5-
Coder-1.5B-Instruct, StructureCoder exceeds DPO
by an average of 1.5 points on all test sets except
for the APPS test set, where the improvement is
only 0.6 points. This suggests that the proposed
method enables the model to learn more diverse
code patterns and achieve better generalization.

(3) The proposed StructureCoder demonstrates
comparable performance to Focused-DPO on
Qwen2.5-Coder-7B-Instruct, but achieves a sig-
nificant improvement on Qwen2.5-Coder-1.5B-
Instruct. This is because generations from the
weaker model tend to have shorter comment pre-
fixes and suffixes, which diminishes the effective-
ness of Focused-DPO. In contrast, our method does
not rely on aligning specific features of the gener-
ations, leading to consistent improvements across
all three models.

4.3 Detailed Analysis

4.3.1 Ablation Study
Here, we check how each component contributes
to the final performance. We prepare two group

variants of our method based on Qwen2.5-Coder-
1.5B-Instruct: (1) The first group is related to DPO.
w/ DPO denotes constructing training data w/o
FIM. w/ DPO (Data Equal) denotes training with
more epochs to ensure the total training samples are
the same as StructureCoder. (2) The second group
is related to the proposed components. w/ AST
denotes selecting target code snippets randomly.
w/ Curriculum denotes training with random order.
w/ α = 0 denotes training only with the standard
format. w/ α = 1 denotes training only with the
FIM format.

Table 2 presents the pass@1 accuracy for various
model variants. Based on the results, we have the
following findings:

(1) As shown, all variants perform worse than
StructureCoder across most test sets, except for
HumanEval. These results suggest that all compo-
nents (i.e., AST enhanced FIM, curriculum learn-
ing, and mixing FIM training format and Chat for-
mat) are critical for enhancing performance.

(2) Furthermore, w/ DPO (Data Equal) per-
forms worse than w/ DPO, indicating that DPO
benefits more from diverse, large-scale training
data than from simply increasing the number of
epochs. Increasing epochs can lead to overfitting.
In contrast, StructureCoder effectively generates
more diverse training data through FIM, resulting
in improved performance.

(3) Lastly, w/ Curriculum and w/ α = 1 outper-
form StructureCoder on HumanEval. A potential
explanation for this is that the HumanEval test
cases differ significantly from those in the APPS,
making fine-tuning with longer code during the
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final stage detrimental to HumanEval performance.

4.3.2 Effect of Loss on Prefix and Suffix
As we analyzed in Section 2, the DPO loss on the
prefix segment does not impact the optimization,
but the DPO loss on the suffix segment harms the
optimization. Here, we conduct experiments to
check the effect of loss on the prefix segment and
the suffix segment. Specifically, we prepare three
variants based on Qwen2.5-Coder-1.5B-Instruct.
w/ suf loss computes the loss on both the middle
and the suffix segments. w/ pre & suf loss com-
putes the loss on all segments. w/o suf remove
suffix in the whole pipeline, a.k.a.,, we only use
the query and the prefix to prompt the model to
generate various generations, effectively setting the
suffix to be empty.

Table 2 presents the pass@1 accuracy for the
variants. As shown in the table, w/ suf loss sig-
nificantly performs worse than StructureCoder on
LiveCodeBench, which is the most difficult test set.
This indicates that the DPO loss on the suffix seg-
ment hurts the optimization. However, w/ suf loss
and w/ pre & suf loss perform similarly. This indi-
cates that the DPO loss on the prefix segment does
not impact the optimization. This phenomenon is
less noticeable on other datasets because they are
simpler. The difficulty of LiveCodeBench high-
lights the impact of the DPO loss on the suffix
segment, while simpler datasets don’t show the
same effect. Finally, w/o suf performs worse than
StructureCoder in most settings. This is because
concatenating the middle and suffix spans results
in overly long input sequences, which may hinder
the model’s ability to focus on critical code blocks.
This observation aligns with our theoretical insights
discussed in Section 2.3.

5 Related Work

5.1 Large Language Models for Code

Previous works have introduced LLMs for the
code domain. OpenAI introduced Codex (Chen
et al., 2021), and Google introduced PaLM-
Coder (Chowdhery et al., 2023). There are also
several open-source LLMs for the code domain,
such as CodeGen (Nijkamp et al., 2023), In-
coder (Fried et al., 2023), SantaCoder (Allal et al.,
2023), StarCoder (Li et al., 2023), StarCoder-
2 (Lozhkov et al., 2024), CodeGeeX (Zheng et al.,
2023), Code Llama (Rozière et al., 2023), and
DeepSeek-Coder (Guo et al., 2024). Recently,

Deepseek-Coder-V2 (DeepSeek-AI et al., 2024)
and Qwen2.5-Coder (Hui et al., 2024) have been
proposed, which achieve performance close to that
of closed-source models.

Instruction tuning is demonstrated to be an ef-
fective method to improve the ability of LLMs
in specific domains. Code Alpaca (Chaudhary,
2023) applied Self-Instruct (Wei et al., 2022) to
fine-tune LLMs with ChatGPT-generated instruc-
tions. WizardCoder (Luo et al., 2023) proposed
Code Evol-Instruct, which evolves Code Alpaca
data using the ChatGPT to generate more com-
plex and diverse datasets. MagiCoder (Wei et al.,
2023), WaveCoder (Yu et al., 2023), and InverseC-
oder (Wu et al., 2024) proposed some methods
to make full use of source code. OpenCodeInter-
preter (Zheng et al., 2024), AutoCoder (Lei et al.,
2024) and ReflectionCoder (Ren et al., 2024b) pro-
posed to utilize a compiler to enhance code LLMs.

5.2 Alignment for Code

Reinforcement learning-based alignment meth-
ods have been shown to improve LLM perfor-
mance. DPO (Rafailov et al., 2023), though widely
adopted, provides limited gains in code genera-
tion tasks (Xu et al., 2024). PLUM (Zhang et al.,
2024a) uses GPT-4 to generate test cases for code
validation and ranking. CodeDPO (Zhang et al.,
2024b) applies a PageRank-inspired algorithm for
iterative preference scoring. StepCoder (Dou et al.,
2024) employs PPO (Schulman et al., 2017) to
optimize general code generation, and CodeOp-
timise (Gee et al., 2024) focuses on improving
runtime efficiency. Concurrent with our work,
Focused-DPO (Zhang et al., 2025) also identified
the issue of common prefixes and suffixes. How-
ever, their approach heavily depends on model gen-
erations that contain these patterns, whereas our
method eliminates such dependency.

Unlike previous DPO-based approaches to code
generation, our approach focuses on maximizing
the utility of limited data to construct more effec-
tive preference pairs. While existing methods of-
ten rely on larger datasets or complex augmenta-
tion strategies, we take a data-efficient approach
by making the most of even small-scale datasets.
By introducing FIM (Bavarian et al., 2022), we
can efficiently extract high-quality preference pairs,
significantly improving the alignment of code gen-
eration models while utilizing a limited amount of
labeled data.
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6 Conclusion

In this paper, we introduced a novel approach to
enhance code generation performance for LLMs
using the fill-in-the-middle (FIM). By generating
fine-grained DPO pairs from limited test cases and
employing a curriculum training method, we max-
imized the utility of available data, leading to im-
proved model performance. Our experiments on
benchmarks like HumanEval (+), MBPP (+), APPS,
LiveCodeBench, and BigCodeBench demonstrated
the effectiveness of our approach in code-related
tasks. Future work could explore further refine-
ments, such as alternative segmentation strategies
or additional data sources.

Limitations

One key limitation of our approach is that it re-
quires the model to possess strong Fill-In-the-
Middle (FIM) capabilities, which are essential
for effectively generating fine-grained DPO pairs.
However, most current models, after supervised
fine-tuning, may struggle to maintain high FIM
performance. As a result, the effectiveness of our
method is closely tied to the underlying model’s
proficiency in FIM, a capability that is not yet uni-
versally available in existing LLMs. This reliance
on FIM limits the applicability of our approach to
models that have been specifically optimized for
this task. Another limitation is that our method
is currently focused solely on the code generation
domain. While we believe that similar phenomena
may exist in other domains, our approach has not
yet been tested outside the code generation field.
Further research would be required to explore the
transferability to other closed-question tasks.
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Appendix

A Dataset Construction

To evaluate the structural diversity of training data
constructed for our method, we performed a statis-
tical analysis of code blocks extracted via Abstract
Syntax Tree (AST) parsing. Specifically, we re-
tained four categories of syntactic nodes as middle
targets for the FIM task: if, for, while, and def
(function definitions). The figure below presents
the distribution of these node types in the final
training dataset.

As shown in Figure 4, among all segments used
in FIM training, if blocks constitute the largest pro-
portion (41.54%), followed by for loops (32.09%),
def (function) blocks (18.63%), and while loops
(7.74%). This distribution indicates that the se-
lected code snippets exhibit substantial structural
variety, with conditional (if) and iterative (for
and while) constructs dominating the sample pool.
Such a mix helps the model learn frequent control
flow patterns more effectively in FIM tasks. Al-
though while and def blocks appear less frequently,
they still contribute essential control and functional
semantics, ensuring the structural completeness of
the training examples.

To construct the training dataset, we follow
a systematic pipeline that parses source code
into abstract syntax trees, generates fill-in-the-
middle (FIM) prompts, evaluates model comple-
tions against test cases, and derives preference pairs
from completions. The detailed procedure is out-
lined in Algorithm 1.

def 18.63%

for 32.09%

if 41.54%

while 7.74%

Figure 4: Distribution of extracted code blocks based on
AST node types. This reflects the syntactic diversity in
the training corpus and validates the representativeness
of selected blocks.

B Insights of StructureCoder

B.1 Benefits of FIM
Fill-in-the-Middle (FIM) (Bavarian et al., 2022) has
been shown to preserve the model’s ability to gener-
ate code effectively (Li et al., 2023; Rozière et al.,
2023; Ren et al., 2024a), while offering several
distinct advantages that enhance overall model per-
formance and robustness. By requiring generation
conditioned on both preceding and succeeding con-
text, FIM strengthens contextual understanding and
promotes deeper semantic reasoning. Rather than
replacing standard code generation, FIM acts as
a powerful complement—particularly well-suited
for practical scenarios such as code refactoring,
patching, and bug fixing. Its bidirectional formu-
lation improves generalization and equips models
to handle complex code dependencies more effec-
tively. Our empirical results further demonstrate
that FIM-based training leads to notable gains in
code generation quality, underscoring its value as
a targeted and practical enhancement to existing
methodologies.

B.2 Comparison with Step-DPO
While our proposed method shares some similari-
ties with Step-DPO regarding loss construction and
data generation, it offers distinct improvements in
the following aspects:

(1) Step-DPO relies on labeling intermediate
reasoning steps either through human annotation,
which is prohibitively expensive, or through au-
tomated labeling methods such as GPT-4, which
introduces potential biases as highlighted by recent
studies (DeepSeek-AI et al., 2025). In contrast, our
proposed method utilizes FIM to automatically gen-
erate and assess intermediate reasoning fragments
based on objective evaluation criteria from test sam-
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ples. By eliminating the reliance on costly human
annotation and avoiding the biases associated with
automated labeling tools, our method offers an un-
biased alternative for training and evaluating rea-
soning capabilities in large language models.

(2) Annotating individual steps in Step-DPO can
be inherently ambiguous, especially for long Chain-
of-Thought (CoT). An incorrect intermediate step
can sometimes contribute meaningfully to reaching
a correct final answer — for example, models like
o1 often make a mistake in early reasoning steps,
such as miscalculating a quantity or misunderstand-
ing part of the problem, but then later detect the
inconsistency in their own logic and correct for it
in the final answer. In such cases, although the in-
termediate step is technically incorrect, it still plays
a functional role in producing the right outcome.
This makes it difficult to label individual steps as
preferred or dispreferred definitively. Our approach
overcomes this issue by fixing the suffix of the code,
requiring the generated intermediate code (the mid-
dle segment) to bridge the given prefix and suffix
coherently. This design fundamentally eliminates
ambiguity in annotation, clearly delineating pre-
ferred and dispreferred middle segments.

C Additional Experiment

C.1 FIM Evaluaion

To thoroughly assess the Fill-In-the-Middle (FIM)
capabilities of our proposed method, we conducted
a series of targeted evaluations using the APPS
benchmark. Specifically, we curated a set of 22,044
samples by randomly masking contiguous code
spans from the reference solutions. The models
were then tasked with accurately reconstructing
these masked segments solely based on the sur-
rounding context, thereby simulating realistic code
completion scenarios.

As summarized in Table 3, the application of our
method consistently improves FIM performance
across all evaluated model scales. Notably, our
approach achieves the highest Pass@1 accuracy
in each model category, surpassing several strong
baselines. These findings underscore the robustness
and generalizability of our method in enhancing
middle-span code generation, demonstrating its po-
tential as a principled strategy for strengthening
contextual reasoning in large language models for
programming tasks.

Model FIM Pass@1

Qwen-2.5-Coder-1.5B-Inst 27.1
w/ DPO 27.5
w/ KTO 27.4
w/ Focused-DPO 27.4
w/ StructureCoder 28.6

Qwen-2.5-Coder-3B-Inst 31.1
w/ DPO 31.5
w/ KTO 31.6
w/ Focused-DPO 31.7
w/ StructureCoder 32.9

Qwen-2.5-Coder-7B-Inst 35.7
w/ DPO 35.6
w/ KTO 35.9
w/ Focused-DPO 36.1
w/ StructureCoder 36.7

Table 3: Pass@1 accuracy on the FIM task.

C.2 Case Study
Here, we use a case from Qwen2.5-Coder-
1.5B-Instruct, Qwen2.5-Coder-3B-Instruct and
Qwen2.5-Coder-7B-Instruct to show the effective-
ness of the proposed method. Specifically, we com-
pute the DPO reward (r(s, a) = β log πθ(s|a) −
β log πref (s|a)) for each token in both correct and
incorrect responses. The DPO is used as a baseline
for comparison.

As shown in Figure 5, the error is introduced in
Line 2, and the proposed method, StructureCoder,
successfully identifies the token corresponding to
the erroneous statement (x ∗ x and x ∗ y). For
Qwen2.5-Coder-3B-Instruct, as shown in Figure 6,
the proposed StructureCoder successfully assigns
high reward to the token corresponding to the erro-
neous statement (len(bits)−1 and len(bits)). For
Qwen2.5-Coder-7B-Instruct, as shown in Figure 7,
the proposed StructureCoder effectively highlights
he erroneous statement (n + i and n − i). These
demonstrate the ability of our method to localize
specific errors and focus attention on the relevant
details. On the other hand, the DPO fails to de-
tect these errors, highlighting its limitation in han-
dling errors with high precision, especially when
the training data is sparse. While the DPO might
perform well with abundant training examples, its
performance drops in the presence of limited data,
making it less effective for tasks requiring fine-
grained error detection in these conditions.
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(a) Credit assignment Qwen2.5-Coder-1.5B-Instruct w/ DPO.

(b) Credit assignment Qwen2.5-Coder-1.5B-Instruct w/ StructureCoder.

Figure 5: Credit assignment with different methods. Due to the limited space, we omit the previous function, only
keeping the key function. The left is the correct response and the right is the incorrect response (error is introduced
in Line 2). Each token is colored corresponding to the DPO implicit reward (darker is higher).

(a) Credit assignment Qwen2.5-Coder-3B-Instruct w/ DPO.

(b) Credit assignment Qwen2.5-Coder-3B-Instruct w/ StructureCoder.

Figure 6: Credit assignment with different methods on Qwen2.5-Coder-3B-Instruct. The left is the correct response
and the right is the incorrect response (error is introduced from the last token of Line 4). Each token is colored
corresponding to the DPO implicit reward (darker is higher).

(a) Credit assignment Qwen2.5-Coder-7B-Instruct w/ DPO.

(b) Credit assignment Qwen2.5-Coder-7B-Instruct w/ StructureCoder.

Figure 7: Credit assignment with different methods on Qwen2.5-Coder-7B-Instruct. The left is the correct response
and the right is the incorrect response (error is introduced in Line 6). Each token is colored corresponding to the
DPO implicit reward (darker is higher).
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Algorithm 1: Training Data Construction Pipeline
Input: D = {(q, c, t)}, where q is a question, c is the corresponding code, and t are test cases
Output: Final training set ready for fine-tuning
foreach (q, c, t) ∈ D do

Parse c into an Abstract Syntax Tree (AST);
Extract target code blocks M = {m1,m2, . . . ,mn};
foreach mi ∈M do

Extract prefix pi and suffix si;
Construct FIM prompt: <PRE> Convert(q) pi <SUF> si <MID>;

Generate m completions Gi = {g(1)i , . . . , g
(m)
i };

foreach g
(j)
i ∈ Gi do

full_code← pi + g
(j)
i + si;

Execute full_code on test cases t;
if passes then

Add g
(j)
i to correct candidates;

else
Add g

(j)
i to incorrect candidates;

end
end

end
foreach incorrect completion g− do

Find closest correct g+ by edit distance;
Form preference pair (g+, g−);

end
end
foreach preference pair (g+, g−) do

Sample prompt format using Bernoulli distribution (α);
if format = FIM then

Positive← <PRE> Convert(q) pi <SUF> si <MID> g+;
Negative← <PRE> Convert(q) pi <SUF> si <MID> g−;

else
Positive← User: q; Assistant: pi + g+ + si;
Negative← User: q; Assistant: pi + g− + si;

end
Add sample to training set;

end
Sort training samples by length of g+ (short→ long);
return Final training set;
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